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Abstract

This paper presents the k-calculus, a mobile-process algebra with lock as primitive. The Guarded
Conditional Exclusive Choice “®”, together with a selective locking/unlocking mechanism, is used in
the k-calculus as the only combineter for input guared processes. Therefore, for input guarded terms,
the standard mutually exclusive choice “+” of CCS or m-calculus, and the parallel composition “|”,
become two extreme cases of the unified combinerer “®”. The k-calculus can give a simpler, clearer
and more composible description of the method exclusion in the modelling of concurrent objects,
while preserves other powers of the m-calculus in modelling the mobility of concurrent objects.

An concurrent object may be modelled in the x-calculus as either a single object process or the
composition of a function object proecess and a set of control object processes. A single object
process modelled in the x-calculus has a generic form A°[<§«M>>], where A records the statues of
lock, & decribes the methods exclusion and M is a set of processes each of which presents the
functional behaviour of a method body.

The k-calculus providers a straightforward model to separate aspects such as object functionality,
method exclusion and locking schema and states in a high level abstraction, and provider semantic
for a compositional concurrent object-oriented programming language.
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1 Introduction

Programming for concurrent systems is a complicated, difficult, and problematical task, requires experience and skill. It
has suffered from the lack of an easy to be mastered formal method tool for software developers to describing current
behaviours of objects, reasoning about the correctness of concurrent object systems and detecting deadlock.

The m-calculus is algebra for mobile processes ([Milner92], [Milner96]), and provides a formal foundation for
modelling systems with dynamic structure. It can be used to mathematically model concurrent and distributed processes,
analyse their behaviour and identify deadlocks. With its ability to directly model dynamic reference structures, the -
calculus has been applied to modelling concurrent object systems ([Walker95], [Jones93], [Sangiorgi96], [Hiittel96],
[Zhang97]). Some researchers ([Schneider97], [Zhang98A], [Zhang98B]) also have applied it in modelling
compositional of concurrent objects in aspect-oriented programming style ([Aksit92], [Holmes97]) to avoid the
inheritance anomaly [McHale94].

To motivate our work, we review the concurrent object models of [Zhang98A] and [Zhang98B] using the m-calculus
(This paper presumes the readers familiar with the n-calculus). The behaviour of a concurrent object can be modelled as
the parallel composition of a process F representing the object's functional behaviour with no constraint on its
concurrent interactions, and a process C representing the constraints on the object's concurrent behaviour. For example,
the functionality of a buffer object can be described by F2Z In(x).M{x) | In (x).M,(x), where n,(x).M{x) and
n.(x).M,(x) represent the behaviour of the read and write methods respectively; each of them can have unlimited
invocations executing in parallel with no concern for any potential interference. To discipline those invocations, assume
a synchronisation behaviour modelled by the control process C £ m.(x).n{x) + m,(x).n,(x), where the choice operator in
fact represents a mutual exclusion lock on those methods. Then the parallel composition of the two processes,
vn)(C | F), will be weakly bisimilar to R m,(x).M{x) + m,(x).M(x), as expected.

However, the general exclution relations between object methods are difficult to be presented efficiently and
compositionally in the n-calculu and most variations. For example, assume we add the third method m; to the above
buffer object, and are given the exclusive requirements that mutually exclusive should be maintained between method
m, and m,, and fully concurrent execution is allowed between method m, and ms;. These two requirements may be
modelled in the m-calculu respectively as the two control processes G & m(x). nx) + my(X). nyx) and
o (). 1) | ). (),

Now consider the following different cases on addition requirements

1) Fully concurrent execution is also allowed between method m,, and m;, i.e., G my(x).m,(x) | Ims(x). 73(x);
2) Mutually exclusive should be maintained between method m, and m;, 1.e., GEmy(x).n,(x)+ ms(x). n3x);

3) The same as 1), except the reading method m, should not mutually exclusive with itself, but must be mutually
exclusive with the writing method m,.

For 1), it is easy to put the addition requirement together with the previous ones to construct a composed control
process: CZ ( m(x).1mx)+ my(x).1m,(x) ) | Ims(x).nx(x). However, it is difficult for 2) and 3), because:

a) The entire control C has to be rewritten from scratch merely for a minor change in requirement, without re-
using of the existing controls;

b) The expression of new control becomes extremely complicated and crummy, difficult to read or even write;

¢) The expression of exclusion constraint may not be able to be written in a generic and unified or abstract form.



In contrary, the algebra of exclusion proposed by [NobleOO] can express all those easily and efficiently. In the algebra of
exclusion, the relation between m; and m, is presented as m; Xm, for mutually exclusive, as m, | m, for no exclusive, and
the abbreviation m; stands for self exclusive m;Xm;. Therefore the above three situations can be described in turn as
mxiy, | ms, mxm,, | myxms, and mxm,, | s,

On another hand, the algebra of exclusion is static, unable to present the dynamical behaviour of concurrent objects, and
almost always resulting in a more restricted synchronisation when modelling a composition of objects.

In this paper we propose the k-calculus, an extended process algebra for modelling of concurrent objects, which welds
the mobility power of the m-calculus with the synchronisation expressiveness of the algebra of exclusion ([Noble00]),
and therefore can give simpler and clearer descriptions of method exclusion, while modelling dynamic behavour of
concurrent objects. Like the polar n-calculus (m,-calculus) of [Zhang02A], the k-calculus distinguishes the input polar
and output polar of a communication channel. In the k-calculus, the major change to the polar n-calculus is that, the “+”
operation, a mutually exclusive non-deterministic choice which eliminates all the un-chosen branches whenever a
branch is chosen, is replaced by the conditional exclusive choice operator “®” where the un-chosen branches are only
selectively and temperately blocked. To input-guarded processes, the ‘+’ and * | ’ compositions can be viewed as two
extrem cases of “®”: permenately block all branches, and block none. In this sense, we may view the k-calculus as a
super-calculus of the polar n-calculus ([Zhang02A]).

With the x-calculus, a control can be presented in the genenric form C (,7)| ) o( &«{ Si(my)ier X)), where & specifies
the exclusion relations, and each S; gives some scheduling information such as unlocking or early return on the ith
method. As the example, for each of the previous mentioned three situations we may write the & as:

D (v imn(3) ke (i, my ). nd%,8) © UV )iy (X) Ke (e, iy} nu(X8) @ WV )my(X) ke D. ix(X.&);
2) '(V K)M(i)f(@ {mr’hw} ’7r<_i’k> ® ‘(V K))i/nw(i)k@ {Wr’?n\ww:i} 7]w<i’k> ® ‘(V Kﬁ”}(i)k@ {mr’hw} 7]3<iak>’
3) v om(X) ke {im,}. n{xR) @ WV i (%) Ke {In, i} 1 (TR) @ WV 1)ims(X) ke D. n3(X,K);

As we can see here, the k-calculus can not only solve all the problems we have pointed, but also provide extra ability in
behaviour separation, -- the separation of S; from &

Related works: Some other authors, excluded the choice operator from the premier of their version of m-calculi,
especially asynchronours n-calculi ((Honda91], [Honda92], [Pierce95], [Pierce96]), and present it as a higher level term
encoded from other operators [Nestmann96]. However, encoding from lower level is usually too complicate for
ordinary developers to use in pratics, and sometimes involved in problems like divergence we want to avoid.

Structure of the report: The rest of this report is structured as follows: section 2 briefly introduces the k-calculus and
related notions; section 3 gives more detailed discussion on locking scheme, a component of the k-calculus; section 4
gives the communication semantics of the k-calculus; section 5 discusses the bisimulation equivalences for process
terms in the k-calculus; section 6 discusses equivalences for choice terms in the k-calculus; section 7 introduces the
higher-order extension to the k-calculus; section 8 presents a simple type system for the k-calculus; section 9 and 10
encoding the m-calculus and algebra of exclusion, respectively, into the k-calculus; section 11 discusses some further
issues involved in the k-calculus and its application in object modelling, and concludes the paper.

2 The basic k-calculus

The k-calculus has some features common with the polar n-calculus of [Zhang02A]: it is an asynchronous mobility
process calculus close to the asynchronous zn-calculus ([Amadio96] and [Hiittel96]), that is, an output action does not
block other actions; it adopts the concept similar to polarised names in [Odersky95a], that is, an communication channel
name m has two polars, the input polar 7n and the output polar 72, which can be considered as the input port from, and
the output port to, respectively, the channel m, and a communication can only be performed by sending message from
the ouput port and received by the input port of the same name; it syntactically includes a restriction which [Ravara97]
and some others used spiritually, that is, only the output polar of names can be transmitted through a communication
channel. All these issues have been discussed in details in [Zhang02A].



The major significance in the k-calculus is the inclusion of lock as primitive. In the conventional CCS or n-calculi,
input-guarded processes can only be composed to play either a “one be chosen then all others have to die” game in the
mutually exclusive choice (the sum operation “+7), or “no one minds others' business” game in the parallel composition
“|1”. In the guarded conditional exclusive choice of the x-calculus, however, the exclusion between branches are
explicitly defined, and the invocation of an input action can cause a lock on pre-specified branches, which may become
available again when the lock is released. The “+” and * | ” operations then are unified into the guarded conditional
exclusive choice as two extreme cases. This enables the k-calculus to obtain the expressibility of the algebra of
exclusion ([Noble00]) for methods exclusion of concurrent objects, allows the separation of some major concurrency
behaviours of objects to be presented in a much more natural and clearer way. The k-calculus distinguishes two disjoint
sets of labels, the labels for communication channel names and that for locking keys, in order to provent cross using by
mistake.

Let M be the set of all communication channel names, ranged over by expressions m,u,v and variables x,y. Let
ME (m:meM) and ME [m:meM)} be the sets of input polar and output polar of all channel names respectively. Let
K be set of all release keys of locking, ranged over by x. Let K (k:k€eX) and K& (kK:x€X) be the sets of input
polar and output polar of all keys respectively. Then the set of all label names is N MUK, ranged over by n.
Consequently, we have various sets of polars, such as M MUM, K& ‘KUK, NEL MUK NE MUK, and N ANUN;
Let a,be™ be polar constants, and weN be polar variables. Let both 7 and {re}, where 1 is an index set of arity n,
be abbreviations for ry,r,,...,r,. The generic process terms P in the k-calculus are generated by the following grammars:

Pu=0p|m() | & |v )P | PP, | 4:(GY | ACa) |, G:=B|(v )G |G®G, |D(a)|buP»
B::=0G| 1B.P |!(V K)pB. P, Bi=m(x)L, L::=kel, Ju={m} | @ | M

The set of all actions a process may take can be specified by «::=m(%) | (v o)ym{u) | I’y | 1‘c| 7, where 9<Su and mgo.

This can be viewed as the combination of two languages, the communication calculus (with in turn can be viewed as
consists of P and G two sub languages) and an independent locking state calculus (4 language). The terms 7, &«P» and
«p»G are related to the higher order extension, let’s completely ignore them in this moment, and defer their discussion
until the section 6. Most other terms in the P sub language are similar to normal n-calculi: Op indicates the inactive
(terminated) process; () is the output action which send a set of output polars % into the channel m; (v 7)P binds the
set of names 7 within the scope of P, both polars of each the same name in 7 should present in pair; P, | P, indicates two
processes run in parallel; A(a) is an instance of parameterised process agent, given by A (@)P, where ()P is a
process agent abstraction, obeying ((ZTJ)P)(&)EP{d/@ }. For the rest two terms, k is the action which emits the unlock
signal within the scope where the name x is bound; and A°(G) is the guarded conditional exclusive choice (GEC
choice), where G defines the exclusion behaviour which can place some locks on the process itself, and A records the

lock status.

For the choice terms (G—terms), B is a choice branch; G,®G, is the choice composition; D{(a) is instance of
parameterised choice agent, given by D £ ()G, where ()G is a choice agent abstraction, obeying ((0)G) a)=G{ )
0 is the unreachable choice, in the future we can omit the subscript of both 0g and 0p without any ambiguity. Unlike
that in 7, every branch B here always behaves as a (lazy) replication, among them, “!(v x)” creates a fresh key x private
to each replicated copy; in £.P the action prefix operator “.” indicates the execution of action S before the execution of
the continuation process P; the action (X)L, where we stipulate that no name appears in both x and L, ie.,
{x}N#n(L)=2, produces two simultaneous events without any time interval: receiving information X from the input port
of channel m, and triggering the lock L; the lock L=keJ read as “lock all input channels in J with key x”, where the
exclusion set J specifies the channels to be locked within the GEC choice and « is the key for unlocking the lock; Mis
the entire a4, the set of input polar of all channel names, and therefore J=M will enforce the locking of every channel
within the GEC choice.

It worth noting that an external observer may not detect the L component of the action ()L but only m ), since L is
totally internal to the GEC choice while n(x) represents a commitment to an outside message. It is also worth to noting
that unlike some asynchronous n-calculi, here is no 7 prefix in a GEC choice.

The other part of the process 4°(G), /1, acts as a state machine maintaining and monitoring the current status of locks,
and a communication through a channel m which is recorded in A as being locked by some key x, will not be able to



reach G, until all the lockings on m have removed from 4 by some unlocking actions. More details of /4 are discussed in
the next section.

The basic idea of transitions in this calculus can be described as the follows:

Responses to an output action m () occurred somewhere in the environment, if in a GEC choice A°(G) the
channal m is not blocked by /, then the branch B !m(X)xeJ. P may commit on the input action (%) and fire
the lock xeJ at the same time. Such a commitment results in the execution of a copy of process P with all the
free occurancies of X in P replaced by #. The trigger of lock xeJ results in a state change of 4 such that any
branch of G with a channal name included in J will be blocked by key x in 4. Note, the communication action
is an one step action, should NOT be considered as a catenation of two successive steps (i) and keJ. In other
words, there is no intermedia status between the finish of (%) and start of emitting xeJ.

Responses to a unlocking signal & occurred somewhere in the environment, in a GEC choice A°(G), A will

change its status by remove a lock of key x from itself.

Different A syntax and semantics will give different locking schemes and locking status evolution paths, but will not
interfere with semantic or syntax of the G language, or vice versa. Based on the A language introduced in the next
section, an example of a commitment between a pair of output-input action over the channel m can be

m(@)| Ue( 1vi) m(F) kelnm .M ® G) — (vi) (M{T5} | \ialin,in,]) o 1(v ©)im(F)rcelm,in,]. M ®G))
and as the comparation, the communication modelled in the standard n-calculus could be either
m(@ | (m@)M+G) — M{flE}  or  m(@|im@@®.M|G — Miigy | imM|G

Since the trigger of lock is totally internal to a GEC term (and any process P which contents it), and only the (i) part
of the commucation action can be obversed from outside, in an external view we say that P commits an action ;(%) and
reduces to P, denotes as PM)Pf Generally, given a process P, if there exists a process Q such that P@Q, we say
that P can commit on in (denoted as P i), otherwise we say that P cannot commit on 7z (denoted as P¢in). For example,
(Lk‘@)f’l’l,J °('7’I’ll(i )L1Q1®G] )fi’”ll, and when mi;émj, (l J °[‘7ﬂj(f)LJQJ] )fi’”ll

For unlocking, an example based on the same /4 language used by the above example can be
& | ke, ey, ke o(G) —— | einy) o(G)

In the unlocking example, the process term P | Kehn;, Kenj, Kein o(G) can react to the signal &; to remove the locks
with key x;. We may say that the process P commits on an input action on the signal channel «;, denoted as Pk, or say,
P performs an unlocking action & and reduces to P | Keiny °(G), denote as P_K,p pLKyPp!

For convenience, we introduce some abbreviations
Notation 2-1: Abbreviation L=(v)eJ indicates a lock with an anonymous key, which we may also present as

“L=keJ with k=(v)” for the purpose of generic. It makes the expression !m(X )(v)eJ. P to be the same as
(v k)in(X )xeJ.P when k is not appeared freely in P. In other words, (v)eJ is an unreleasable lock.

We also abbreviate xe[in] as xein whenever there is no ambiguity.

Notation 2-2: P-term abbreviation [ [P, P, |P2 | |P,,, and G-term abbreviation ®B-[ & B®BR..OB,.

Notation 2-3: Given output actions are not blocking, we may use the P—term abbreviated wm(u). PE (m (i) | pP)
and K. PE(k|P) toreduce the number of brackets.

We may also use the P—term abbreviation #(X).PE | Je(!m(X)(v)e[m].P) whenever there is no ambiguity.

Notation 2-4: We abbreviate the generic form of output actions (v ¥)m(u), as m(it) when 0=; as (i) when
0 =1u; and as when #1=@ or U is not important.



We may simplify the G-term !m(X)L.P as !m.P when x and L are not of interest, and there is no ambiguity.

In order to simplify our presentation of reduction rules, we need some short hand notations (auxiliary functions):

Definition 2-5: The label of a polar is definied by lab(m)Em, labn)Em, bb(NELx and /b(K)E k.
The input polar of a name is defined by  inp(m)Em and np(K)= k.
The output polar of a name is defined by oup(m)Em and oup(K)E k.

Definition 2-6: As usual, we need auxiliary functions fz, é» and # to identify the sets of free, bound and all
names, respectively, of a term or action. As a calculus with polars, we also need more specified functions to
identify polars. For process term, we define:

in(0p) € T bin(0p) € T on(0p) € T bon(0p) & &

in(m (i) < &; binm(u)) £ Q; on(m{u))={m,i}; bon(m())¥ @;

in(Py| PYEin(PYUin(P);  bin(Py| PYEbin(PYUbin(Py); on(Py| PYeon(PYUon(Py);  bon(Py| P2 bon(Py)Ubon(Py);
(A(G))Ei(DVin(G);  bin(A(G))Ebin(G); on(A°(G))Eon(G); bon(A°(G))E bon(G);

(VIR (1 YUin(R);  bin((VR)R)E 11 YUbin(R);  on((VR)R) {11 }Uon(R); bon((VR)R)E {11 YU bon(R);
()R 1 YUin(R);  bin( (i, DI)R)E {11 }Ubin(R);  on( (1, D)R)E{0 }Uon(R);  bon((1,0)P)E {0 }Ubon(R);
n(0g) & @ bin(0g) = @, on(0g) & O bon(0g) € T

in(\B) in(B); bin(\B)< bin(B); on(\B)< on(B); bon(\B) % bon(B);

n(G1®GL) Ein(GYUin(Gy; bin(Gi®GL) E bin(G)U bin(Gy); on(G1QG,) Eon(G)Uon(Go); bon(Gy®GL)E bon(G) U bon(G»);
in(in,(x)ke[m].P)E {m, ,,c,m}Uin(P);

bin(m(X)L.P) = bin(P); on(m(X)L.P)E (X }Uon(P); bonin(X)L.P) & {X}Ubon(P);
For actions, we define:
(v Oym{u)) & {0}, n(m(w)) = {m}; n(K) & K}, in(K) & &, in(t) £ @;
bin((v Oym{u)) = {v}; bin(m(0)) & & bin(K) & @ bin(k) & @, bin(t) ¥ @;
on((V Oy () £ {m}U {0}V {i}; o)L (@Y, (D E 2; on(R) < (ks on(D) % @
bon((V O)m(i) & im}u({oIn{u});  bon(m(it)) & @; bon(K) & & bon(R) £ @ bon(7) & &

And for both P terms and actions, we define

Jin()E in()—bin(t);  fon(t) L on(t)—bon(t); ()L fin()\Jfon(t);  bn() = bin(t)U bon(t);
()= in(t) U on(1)=fn(t)U bu(t).

Since in the k-calculus we distinguish communication channel names and keys, finer grained functions are
needed. For communication channels only, we define:

()L i )NM;  find )L fi(ONM;  bindt)E bi()NM;  fud()E i )NM; b t)E bu(YNM;  ne() £ n() M,
ond() L on()NM;  fond ) for()NM;  bondt) £ bon(t)N M.

And for keys only, we define:

inkOLin(ONK,  [fink(OE fin(ONK,  bink(O)L bin)NK,  fk(DE fONK,  bnkO)Z bn(ONK,  nk()E (N X
onk(O)L on()NK, fonk(D)E for()NK,  bonk(t) £ bon() N K;

Definition 2-7: In a lock L% &eJ, k is the key of L, denoted by function £e¢y(L)Ex, and J is the locked polars set
of L, denoted by function JeAL)%J.
Abbreviations zkey(L) < inp(key(L)) and okey(L)E outp(key(L)). That is, ikey(keJ)=Kk and okey(ket)=k.

Definition 2-8: For a choice branch of either form B !m(X)L.P or BE (v x)in(x)L.P, we define

the guard of B: guard B)£ m;
the locke of B: locker(B) < L;



the locke key of B: leey(B) 2 fey(L);
the exclusion se of B:  excAB)% [ser(L);

the body of B: body(B)£ P;
the prefix of B: prefix{B)Em x)L.

When B=0g, we define body(0¢)E Op, excd0¢)E &, and prefix(0¢), guard(0¢), locker(0¢) and /&ey(0¢) are undefined.

For a choice term, we define the functions

the branches set: branch(0g) =@, branch(BY2{B},  branch(G,®G») ¥ branch(G1)U branch(G,);
the guards set: uards(G) = {guardB): B€ gnard(G) };

the lockers: lockers(G ) ¥ { Jocker(B) : BE guardG)};

the excludible set: exceABRG)E excAB) U exckG);

the arity: arit(G)E arity( branc(G ) ).

3 Semantics of locking scheme

In A°(G), the A term describes locking status in an independent language, and abstracts away other aspects of the
process. The A term acts as a state machine (finite or infinite, depends on the grammar of the /4 language), and can be
changed by adding and removing of a lock.

Adopt different syntaxes/semantics for the 4 language will introduce different locking scheme and locking status
evolusion path, but will not interfare with semantic or syntax of the G language, or vice versa. However, in order to
integrate the locking state calculus (4 language) with the communication calculus, we need to predefine a syntax
guideline and some function interfaces. The actual context of these functions depend on the syntax and semantics of the
A language, and therefore the formal version of their definitions are delayed to the later part of this section.

The properties of these A language functions described in this section may not be interested theirselves, but are
necessary later usage.

3.1 Generical properties and guideline

Definition 3-9: Function /ck(/, k, A4) gives the truth value to indicate whether “all polars in set J are locked by
key « in the locking list A”.

While the middle parameter, the key x, is omitted, we define  /Jock(J, A) & V'imeJ. Ak. (Jock(in, k, 4)) to indicate if
“all polars in set J are locked by some key « in the locking list 4.

Definition 3-10: A 4 term is an empty locking list, denoted as A= ], if bk, 4) is false for all J£2.

Addition to the above definitions, we define /uc&(@, x, A)=true (and therefore ock(2, A)=true), even when A=|J. This is
consistent with the convenience @< @ in the Set Theory, and can reduce the un-necessary steps of checking J=2.

Definition 3-11: Function /Jsex(4) < {in : Ax.(lock(in,x,A)} gives the set of all the polars which are locked by 4.
Function £eys(1) £ {x: Im.(lock(in,k,A) }, the set of all the keys which lock some polars in A.

Corollary 3-12: /el ))=2 and  kgs(l))=2.

Lemma 3-13: /ock(J,A)=(J S lred(A)).
Proof: First, it is obversely true for the case /=@, since both /ck(2, A) and @< fse(A) are true for all A.



Second, assume an abutrary J; satisfying lck(J,,A4)=(J,< kei(A)), and let J=J,U {in}. By Definition-3-9, it must be
lock(J, D)= lock(Jy, A) A lock(im,A)= (J,S el A) YN lock(m,A).

Again by Definition-3-9, /lck(in, A)=3k. lock(in,k,A)}, then by Definition-3-11, JeiA)={m: lock(in,A)}, that is,
lock(in, A)= (me lseA) ). Therefore lock(J, A)= (J,E lseA) YN (€ lseA) )=(J S lset(A) ). ]

Definition 3-14: The addAL.A) and A/keJ are the basic operators for manipulation of A term:
addAL,A): adds lock L to A, such that it guarantees /ck( lsef(L), k¢y(L), addAL,A))=true. This operation satisfies the
constraint:  If Je(L)=@ then addAL.A)=A; If lsex(L)#@ then for all J and x,
lock(J, 1, addKL, A) )= lock(J 16, )NV (re=key(L) A (JE lseL) NV lock(J—lseL),xc,1))).
AIL :removes a lock of key x=gey(L) (if any) from A for all polar ineleAL). It satisfies the following
constraints: |J/[=1]; addlLy, A)IL=addKL,, AIL), if key(L,)#key(L);
Alke@= A, addlkeJ, AlkeJ)=A, if ok, k, A);
Alke(JU{mN)=Alked, if —lck(imu,A);  addlikel, NlkeJ=A, if Vmel.(—lock(n, k, A)).

Corollary 3-15: /et addlL,A))= lref( L) U e A);  keys(addhL, A))={ key(L) } Ukeys(A) if el L) #2D.
Proof:By Lemma-3-13 and the definition of addAL,A) and /e A1), we have
lefaddhL, A)) = {m: Ax.(lock(n, k, addAL, 1))}
{im: Frc.( ock(im, 1, A)V (k=rkey(L) A (€ et L)V lock({im}=lsei(L), x,1))))}
{im ' me lsedA) V rc.(k=key(L) A (€ let(L) V Jock({im}—lseL), 1, 4))) }
{m € let(A) i € Lset(L) V lock( {im}lret(L), ,c, A) }
={m:mé€ Lef(L) Vime lseA) }
= ef(L) U lsei(A)
When /se/(L)#2, we have
keys(addAL, A)) ={x: Im.(lock(in, x, addAL, 1))}
={x: Im.( lock(m,x, A)V (k=key(L) N (in€ leL) V lock({im}lsef(L),x,1))))}
={K:x€keys(A) vV Im.(x=key(L) N (m€lsef(L) V lock( {in}—lsefL), k,1))) }
={k:Kk€keys(A) V(x=Fkey(L)) }
= kDU {e(L) ) .

Definition 3-16: The A terms A, and A, are said to be equivelant, denoted as A,=/1,, iff, bk, k, A,)= lock(, K, 1)
for all x and J, and add/L, A,)= addAL, A») and A,/L=A,/L for all L.

Corollary 3-17: A=A" implies lefA)=/se(A"), and keys(A)=keys(A").

Now we can give the generic guideline for the of A term syntax:

Guideline 3-18: In any locking scheme, the syntax of 4 term should be able to be mapped to
Av=\ | addhL, ) | AL

and should saisfies the following constraints:
addlLy, addKL,, ) )= addKL,, addfl,, 1)) and  (A/L)/L,=(AIL)IL, for all L, and Ly;
addfke (), U ) , N) = addlke ), addlicelr,A)) and  Alke(S,Uh)= (Alked)lked, if J)NJ=2;

Definition 3-19: We also pre-define some abbreviation of operations:

Alk removes from A any locker of key «, and therefore satisfies  Vix'tx. VJ. (lock(J, k', AlK)=lock(J, K, 1))
and Vm.(—/ock({in},x,A/x) ). It is an abbreviation of the procedure repeatly applies /keM, and can be
defined by:

U, it A=lJ;
Al Alke M, it YJ.(—lock(,x, Alke M));
(Alke M)/,  otherwise.



Aled removes from A all locks on any polar e/, and is an abbreviation of repeatly applies /keJ operation
for all xekeys(1) until satisfying — Vin.((imeJ Adock(n, AleJ )NV (ineJ A lock(n, Al eJ)= lock(in, A)).
It can be defined by [ J/eJ¥ | J; Al eDE A, addllL,A)/eJ £ addlikey(L) e(lserlL)-J), AleJ).
AlJ removes from A all locks on any neJ. It is definied as the abbreviation A|J £ A/e(leA)—J).

We call A1J the significant part of A in domain J, or sig(A,J) for short, and A/eJ the insignificant part of A in
domain J, or insig(A,J) for short. If A=ysie(A,J), then A is said to be proper (or canonical?) for domain J.

Corollary 3-20: The following properties of 4 term manipulations have been concluded.

1. Alke(JUJ)=Alked, if NmeJ'.(~lockn, x, A)). 2. A=Aked, if JO e A)=D or k¢keys(A).
3. A=addlieJ', AlkeJ), where J' & {in:meJ Abck({m},x,4)}. 4. Ale(le A)UVN=1) for all J.
5.410=1. 6. addfL, DN\ J=ANJ, if e L)YNJ=@.

7. lset( Al @J) = lse(A)—J. 8. Let( AN )= et A) N J .

9. Uled)lel,=Ale(;UL). 10. (A/L) /ed =(A/eJ]) /L.
11. addfL, N) | J = addlL, A1) J . 12. (A/L)1J=(A1J)/L.

Proof:1.Let Ji={m} and /ck({in},x,A) is false, then by the definition of A/keJ, we have Al/ke(JU{in}) < Alked.
Assume arbitary J, satisfying A/ke(J UJ,)=Alked and lock({in},k,A)=false for all in€Jy, then for J'=J U {in}
where bck({in}, x,A)=false, we have Alke(JUJ")=Alke(JUJ U {npH=Alke(J UJ)=Alke] .

2.1f N IseA)=D or x¢keys(A), then lck({in},x,A)=false for all ineJ, by 1 and the definition of A/keJ we
have A/ked =Alke(D\UJ)=Alke D= A.

3.First, it is easy to verify the cases where A=|] or J=@. For other cases, let J"% {in:meJ A—lock({m},x, 1)},
then J=J'UJ" and J'NJ"=2. If J'=2, then J=J'; if J"# 2, then AlkeJ =A/KeJ' by 1 in this Corollary. In
either cases, we have addikeJ', AlkeJ ) = addlieJ', AlikeJ' )=/, by the definition of A/L.

4, By the postcondition in the definition of A/eJ, we have lck(in, Ale(lsenA) UJ)=false for all ine(lenA) JJ),
by 7 which we will prove shortly, e Ale(lsef(A) JJI)= lef A)—(lsef A) UJ)=2. Then from Lemma-3-13,
whenever J£@, we have bk, Ale(le(A) UJ))=false, and by the definition of | J, A/e(LeA) U= ].

5. A1 @=Ale(lsefA)—D)=AlalsefA), then by 4., we have A/eliefA)=Ale(lref A)JD)=1].

6.By Le(L)NJ=2 and Lemma-3-13, we have lock(J, addkL,A))=(J S lre(A) ). Therefore

addlL, )\ J = addlL, A) le(lsefaddAL, A))—J)
addL, ) le(lser(A) U LexL)—J)
addlL,A) le((lsefA)—J ) Lre(L) )
By the definition of the abbreviation /eJ, this must include a step /&¢y(L)elef(L), therefore by the definition
of addilL,A) and 2., we have  addiL,A)|J=Ale(lsetA) D e L)—J Y=Al e(lsetA)—J)=A1J.
7.Apply Lemma-3-13  to  Vin.((meJ A—hck({in}, AleJ))V (ne A (lock({in}, AleJ)= lock({in},4)))), the
postcondition in the definition of A/eJ, then we have JN ke AleJ)=2 and LeAled)—J = leA)—J.
8.By 7. and the definition of A1J, ke A1 J)= lse A)— (LsefA)—J )= lse A) N J .
9. From the definition, it is easy to see (| J/eJ))/elr=)/e(JUL).
Assume it is true for some A', that is (A'/eJ))/e),=A'/e(J;UJ), then by the definition of A/eJ, we have
(addkL, A') leJy) @J> = addhikey(L) e(lsetflL)=J1=J5), (A'/ed)e)y)
= addlikey(L) e (et L)—~(LUW)), A'le(UL))
= addlL, A') 1e(J,UJ).
By inductivon, (A/eJy)e;=Ale(J,UL) for all A.
10.Since A/eJ is the abbrieviation of repeating A/&eJ for all x;€keys(4), therefore (A/L)/eJ =(A/eJ)/L can be
conlcuded by repeating applying (A/L)/L,= (A/L,)/L,.
11.addll, D)\ J = addAl, A)/e(ler(L)\J lei(A)—J)
= addlikey(L) @(Lset( L) — (Lset( L) U lset(A)—=J) ) , Al @( lse( L) U lset 4)—=J) ) (definition)
= addlikey(L) e (e LYNJ)) , Al e( e L) U lsefA)—=J) ).



addkL, AV J = addkL, AV J ) e(Lse L) U (e )N JT) =J))
= addL, A J )/ e(lseL)—=J)
= addlikey(L) @(Lse( L) — (e L) =), (Ale(letfA)=J) Y e(lseAL)—J)) (definition)
= addlikey(L) (e LYNJ)) , Al @( lset(L) U lsefA)—=J) ).
12.Immediately concluded by applying 10 to the definition of A 1J. ]

The clause 11 and 12 in the corollary is necessary for the rule str-DISJ, tr_IN and tr_RELS in the next session

Definition 3-21: The name functions for /4 terms are defined as in(1) £ [sen( 1) U keys(A1), bint) £ D, on(1) £ @,
bon ) 2 D, indA) L liefA), ink(A) £ keys(A).

Definition 3-22: | kein) is called an atom of A, if Jock({In},x,A). The function aroms(A) & { \kem) : lock({in},x,A)}
gives the set of all atoms of A.

Definition 3-23: When /ck({in}, A)=false, A does not block the polar i, and we say that an action via in can
pass through A, or A allows the committment on n, denoted as A |m. In contrast, when /ck({in}, A)=true implies
that channel m blocked by A, denoted as A{m.

Given a set of channel names J and a key «, if there exist some J'SJ such that J'#@ and /kck(/', x, A), then it is
said that the locking list 4 can commit on unlock signal € over J, denoted as A |&eJ, otherwise it is said that the A
cannot commit on K over J, denoted as /A¢keJ. When J2 ef(A), we may use A ]k as the abbreviation of A |kKeJ to
mean that there is some channel locked by x in 4, and use /4¢k as the abbreviation of /4keJ to mean that there is
no channel locked by « in A.

We denote infL to mean that an input action via polar  proceeds, and triggers the lock L.

Clearly, ) [in for all n.

Operation semantic for the A language is described by the following labelled transection rules:

lock(m, A)="false K€keys(A1J)

Itr_LCK: Itr_ULK: -
- A ML addfLA) - AKel, Alkal

Figure 3-1 A transection rules

Rule Itr_L.CK is to say that, if the locking list 4 does not lock the polar i, then an action via in can add to A the lock L
triggered by that action.

Rule Itr_ULK means that, given a unlocking restriction set J, if there are some polarss in J locked by x in the locking
list 4, then the receiving of the unlock signal £ by 4 will cause the unlocking of all the channels in J locked by « in A.

There is a problem we have to deal with when applying the 4 term into the communication calculus. Consider the GEC
choice /4°(G), there is no restriction in either grammars can prevent in / some key x lock some channel a¢ gnard(G). It
may cause confusion if all the channels locked by x in A are not members of guard(G), for example, what could be the
consequence if an unlocking signal k& is emitted to the air from some other corner of environment? To avoid this
problem, we introduce some more notations.



3.2 A simple locking scheme (The set scheme)

In this scheme, one of the simplest, each channel can be locked by the same key only once, and any double locking by
the same key will be treated as a single lock. In other words, a locking status /A is recorded as a set of atoms. With the
rules we adapted, a 4 term will act like the finite state machine. The 4 term grammar of this scheme is:

A= |LL |44

And the structural equivalencies, where locking status terms with structual equivalence are considered as the same, are
shown in Figure 3-2:

Istr-SMM (Summation) : A= A;  Audy =Aody;  Ay(Ady) = (A ).
Lstr-EMP (Empty lock) : |ke®) LJ;

Lstr-LKC (Combination) : | keJ;, keJ,) = | &Ke(J,UL);

Lstr-GRP (Grouping)  : | L,J L)) | L, L,);

Figure 3-2 Structual equivalence of locking status terms

The syntax of the communication calculus does not prevent the same key is used for locking multiple times on the same
set of channels within the same GEC term, though it should be disencouraged for thread safe reason. The effect of
multiple locking by the same key is handled in the locking state calculus by the lock combination rule Lstr-LKC. The
chosen one in the above grammar is that “multiple locking by the same key should be unlocked by that key all at once”.
For example, | Ke[in,,n,], ke[, n;] )=\ ke[in,,n,,n;]) and ke, keJ)=\keJ). In other words, the underneath semantic
of this scheme is that recording the lock status as a set of key-channel pairs. An alternative locking scheme, which we
will describe in details in a separated paper, may record the lock status as a bag of key-channel pairs, and therefore in a
A term the same channel name may be locked multiple times by the same key, and adding / remove a lock become
increasing / decrease the counter for that particular lock, thus, 4 can have infinite states.

Definition 3-24: Function /&ck(J, k, A) introduced in Definition-3-9 is formally defined for this scheme by:
lock{, k) € (J=2); lock(, K1, \Ro@dy) A) & lock(, Ky, A); ek, k, \kady) A) E(J,SL)V bk =5, K, A).

Corollary 3-25: By applying Definition-3-24 to Definition-3-11, then in this scheme, the function /JeAA) and
keys(A) can be equivalently calculated from:
e\ ))=@; Let(| ke J))=J; liet( A1 Ay) = le(Ay) U Jsed(A>).
keys(L))=2; keys(l keJ))={x}, when J#T; keys(AyAy) = keys(A1) U keys(Ay).

Definition 3-26: The element set of A is elems(A)E{ ke : J£D Nlock, 1, YA€ (lse A) =) .(—lock(im, i, A) }.
A lock L is said to be an element of A if L€ clems(A).

Clearly, elems( )£ @, NANVL L € elems(A).( key(L)=key(L') implies L=L').
Notation 3-27: Let S;={L,,L,,...,L,} be a set of lock elements, we write A& (S;) to mean A*I|L,L,,...,.L,).
Definition 3-28: The normal form of a lock list A is defined as norn(A) elems(A)) .

Corollary 3-29: The following properties can be easily concluded:
1. A= nor(A) for all lock list A,
elems(\ 1) 2@, YAVL L € elems(A).( key(L)=key(L') implies L=L' );
atoms(A)={ \kein) : meJ A (KeJ )€ elems(A)};
elems(A)={ keJ : N'meJ.(\kem) € atoms(A) ) AN'm& J. ( \kein) & atoms(A)) };
elems(Ai4s) = { key(L)e(lse( L) lset(L)): L€ elemns(Ar) N L€ elems(Ay) A key(L)=rkey(L)}
U { L 2 Le(elems( A1)\ elems(Ay)) N key(L)E (keys(Ar) N keys(A2) ) };

APl



6. lefA)=Upe, nlsef(L), and keys(A)={ key(L):L€ clems(A)};
7. A=A iff elems(A)=clems(A").

Definition 3-30: For this scheme, the operators introduced in Definition-3-14 can be formally defined as
addlL, A) : addAL,A) £\ L) A.
AIL : (ke J') [keJ 2| Ke(J'-J)); (KeJ') ke £ \KeJ'), when k'#x; (M Ay)ked & (My/ke]) (A Ke ).

Lemma 3-31: Definition-3-30 satisfies Definition-3-14.
Proof: addlL,A):  lock(lsef(L), key(L), addAL,A)) = lock(lsef(L), key(L), | key(L)alseL)) A)
= (Ise(L)S lset(L))V lock(D ,key(L),A)=true.
addfke D, M= ke@) A=) A=4;
lock(J, k., addAL, 1)) =(x# key(L) N lock(J,1c,4) )V (k=key(L) A (JE lsetlL) NV lock(J —lsef(L), k, 1))
= Jock(J, 16, )V (rc=key(L) N (JE lset(L) NV lock(J—lser(L), k., 1)) s
A/L s Ulked =\ ke@) ke = | ke(D-))) = ke@)=1];
Alic@@=elems(A) ) lke @=A, since |L) /ke@= L] ; for each element L€ elems(A);
Alke(JU{m})=AlkeJ is true when x&£rys(A), since VJ'.VLe€elems(A).(\L)/keJ' =\L)).
if kekrys(A), then there must exist some J' such that (keJ')ee/ers(A), therefore,
Alia(JU )= (ke lelems(A) (e ) [Ra(JU (in}) = (e e (JU (in ) ) Lelems(A) (e ),
but e since ~ack({in},x, 1), therefore ke’ ke (JU {n})= ka(J'—(JU )= lka(J'—J));
addli ey, Do =( & ed) Ixed ) (A ke )=k ed) (A lked )= addlik o, Alkel]);
If ket x, A), then there must exist some J; such that JSJ; and 4 = \kedy) elems(A)—(Ke ).
That is, 4 /keJ=(ked,) lked) (\elems(A)—(Ked)) ke ) = ke(J\—D)) Lelems(A)—(Ka ),
therefore addliceJ, AlkeJ) = ke \Ke(J,=J)) lelems(A)—(Kel,)) = \elems(A) ) =4,
If Vinel.(—lock@n,x,A)), then AlkeJ=A, therefore
addlke], Nlke] =(|keJ) A) ke =(kaJ) IkeJ ) (Alke])=A. n

Corollary 3-32: In this scheme, some abbreviations introduced in Definition-3-19 can also be expressed as
Alk=\{L: L€ elems(A) N key(L)K }); Alk = Alxe lse(A); AlkeJ=Alk  when J2 [sed(A);
AleJ={ike)(L) @ (lsel L)—J ) : L€ elemns(A)}]; Aled =(..((AlKed )oel).. )Kel where keys(A)={K1,K,....K}.

Corollary 3-33: The Guideline-3-18 is satified by this scheme. That is:
1.For all A#1 ], there exist some A, and L where /se(L)# @, such that A=addL,A,); and
2.For all 4, there exist some /4, and L such that A=4,/L; and

3. Satisfies constraints addiL,, addAL,,A) )= addAL,, addL,,A) ); (AIL)/ L= (A/L,y)/ Ly
ﬂdd/(k@ (Jl UJz) ,A) = ﬂdd/(k@.]l, ﬂdd/(k@.]z,/l) ) and A/ke (Jl UJz) = (A/k@]l)/k@.lz if Jl N J2= .
Proof: The proof is trivial. |

Lemma 3-34: For each 4, J pair, there exist some A'=sig(A,J) and A"=insig(A,J) such that A=4"1".

Proof: If A=|'), then A’= ) and A"=) for all J, therefore A=A1".

If A#L), let A'={ikey(L)e(Lsef L)YNJ): L€ elems(A)}) and A"={ikey(L)e(lsefL)—J): Leelems(A)}), then by Lstr-LKC, and
by repeatly applying the commutation property in Istr-SMM, A=A4/4". By the definition of e/ms, we have
(L€ elems(A) ) =(Isef L)#D Nock(lset(L), key(L), A)ANin € (lsef( A) —lsef( L)) .( —~ lock({in }, key(L), 1)), therefore:

A" =\ {ikey(L)a(Lsef L) — (lse(L)—J)): L€ elems(A)}) (Set theory)
= {ikey(L)e@/lse(L): L€ elems(A) }) le(lseA)—J) (Definition-3-30)
= elemns(A)) [ a(lsefA)—J) (Definition of ekms(A) and set theory)
=/ le(lsef(A)—-J]) (Corollary-3-29)
=g A,J) (Definition)

And similarly we have

A" = {ikey(L)alseL): L€ elems(A)}) lad =Aled =insig(A,J). [



Corollary 3-3S: For all A, J pairs, write A'=sig(A4,J) and A"=insig(A,J), then Alxed = (A'/k) 1"

This corollary is necessary for the rule str-DISJ in the next session.

3.3 Another locking scheme (The bag scheme)

In an alternative locking scheme, if the same input polar of a channel is locked multiple times by the same key, then
each of these duplicated locks have to be released separately before this channel available for input again. As an
example, the effect of lock | ke[in,,n,], Ke[in,,ms]) is considered the same as that of (ke[ ,7m,,n;], kein,), but different
from [ Ke[in,,in,,/m;]), since in the former the input polar of channel m, is locked twice, and has to be also unlocked
twice to release that channel. Obviously, in this scheme / can have infinite states.

The A term grammar and the structural equivalencies rules for this scheme can be the same as the previous scheme,
except a slightly different lock combination rule Lstr-LKC: (keJ,) (Keo,) = | ka (S, Uh)) [ Ke(SNh)].

We also adopt from the previous scheme the same definitions for function /ck, /et and £eys, but /4 term manipulation
operators need to be redefined.

Definition 3-36: For this scheme, the operators introduced in Definition-3-14 can be formally defined as
addkL,A): adddL,A) £ L) A.
AIL ke 215 (lked) A)lked €\ ke(Ji=))) (Alke(J-1,)); (ke )A)lked €\ ket (Alked), if K'#i;

Corollary 3-37: In this scheme the following properties of 4 term manipulations have been concluded.
1. addlLy, addL,, A) ) = addkL,, addkl,, 1)) ; 2. AlkeJ\/ke )= Alke(J; U k) ke (J,ND);
3. (A/IL)/L,= (A/Ly)/Ly; 4. A= addlked, A)l kel .
Proof: 1. The proof is trivial for 1.
2. Obviously, | J/keJ; Ikeh=]/ke(J,Uh)/ke(JyNJ) for all x, J; and J.
Let L be an arbitrary lock, and assume some A, satisfying (A,/keJ;)/kehr=(A,/ke(JUh))/ke(J;NJ,) for all
i, Jy and J. Lets write J & JeA(L), J'&J,UJ, and J"E€J, M.
If £ey(L) #1 then (L) A,)/keJ, ke, = L) (A, /ke], IkeJ; ) = L) (A, /ke(J, U h) Ike (SN 1) )= (L) A, )i [k
If key)=x, (LA, kel /ke),=\ke((J-I)-h)) A, lke(J =T ) [ke(J,—(J—J,)). However, by set theory, we
have (J-/)—-L=J/-(HUL)=(J-(LUL)-(hNLH=(J-I)=J",
=)V (=(I=I1))=((hUL)=))U (hNH)=(=)UJ",
=) N (=(I=I))=((HhUL)=)) N (hNH)=(=J)NJ",
IWNB)=UNNL)=(I=(hUh))=I"=(J=T).
Therefore, (L) A,)/keJ, Iked, =|ka((J-J")=J")) Ay lke((J'-J) VI lke( (J'-T)NJ")
(ke((J-J)—-J")) A /ke(J'-T) [KeJ"
(ke((J—J)—J")) Aylke(J'-T) Ike(J"—(J-J"))
=(L)A,)/ked' kel
By induction, A/keJ\/kelr=Alke(JUh)/Ke(yNJ) forall A,k J; and J.
3. First, (LJ/L)/L,=(lJ/Ly)/L, for all L, and L,.
Assume an arbitrary lock L and assume some /A, satisfying (A,/L))/L,=(A,/L,)/L, for all L, and L,, write
r=key(L), J=ler(L), ki=key(Ly), J1=lienlly), 1a=ke)(Ly), Jo=lser(Ly), then:
If r#x and r#x, ((\LJA)/L)/L,= L) ((A,/L)/L) = L) ((4,/L,)/L) =( (L) A,)/L,)/Ly;
If k=xi=r, ((\LJAL)/L)ILy= Ke(J =) =T2)) (A, /ke(J =T ) [Ke(J,—(J—=J,))). However, by set theory, we
have (J—J)-hL=(J-h)—J;,
J=(J=J)==)U (UNILND),
=DV (=(-I))=(=H U= U NINL)=E (=) U U=(-J1)),
=N (=== (=N =(U-1));



Therefore, (L) A, )/ked; fiedy =\ ka( (J=Jy)=Js) ) Ay ke (Jr=d ) U (Jam(T=I1))) fiee( (J=]) O (Jom(I=T1)))
| ke( (J—h)-N)] A /ke(J,-T) Ike(J,—(J—J,))

(ke((J—J)—=J")) Aylke(J'-T) IKe(J"—(J-J"))

= (LAY keh kel

(Ko (T =J1)) (U, /(S =] ) ) Rseds)

= Ko (I =J1)) (Uy/Rsads ) k(1= ))

=(((LJA)L)/Ly;

If k=t ((LLJAL)/L,

Similar for x=r,#x;.
By induction, (A/L)/L,=(A/Ly)/L, forall 4, L, and L,
4. addlice], N)lkeJ =(ke) A) kel = ke(J-J)) (Alke(J—-J) )= ke@) (AlkeD)=A. [ ]

Corollary 3-38: The Guideline-3-18 is satified by this scheme.
Proof: The proofs are either trivial or have been proved in the previous corollary. ]

The semantic of this scheme it is equivalent to record the lock status as a bag of key-channel pairs, and therefore the
adding / removing a lock are equivalent to increasing / decreasing the counter for that particular lock in a A term.

4 Semantics of Processes Communication

Structural equivalencies: agents with structural equivalence are considered as the same

Summation

str-SUM1: P,[0,=P;; G,® 06=G;

str-SUM2: P,| P,=P,| P;; G,®G,=G,8G;
str-SUM3: P, | (P2|P3) =(P, |P2)| Ps; G,8(G,®G3) =(G,8G,)®G;
Null

str-NUL:  /1°(0g) =0p
str-DISJ:  A°(G) = (sig(A, gnard(G)) )°(G)
Ao W(v K)m(X)ked. P ® G) = Ao(U(v k)im(X Yke(JN(InUgnard(G) ).P ® G)

Instance
str-INS:  ((@)P){a)=P{d/g} ((@)G){a)=G{alg}
Scope
str-SCP1: (vn)P=P, if ne fu(P); (vn)G=G, if ne m(G);
). P=p.P, Ifkefu(p.P)

str-SCP2: (v ny) (Vvny)P=(vny) (vn)P; (v ny) (Vn)P=(V ny,n,y)P
str-SCP3: (v mym(3)=0y; (vm)!m(X)L.P=0g;

(v K)k=0p; (V) A(G)=(V K)A°(0g), if lock(guardG), k, 1) is true;

vV A(GRGY=A(G, if lock(guardG), k, A) and x& fu(G')
str-SCP4: (v n) P,| P,=(v n)(P,| Py, if nefu(Ps);  (vn)G, ®G=(v n)(G,®G)), if neiGy);
AV OG)=(V )A(G), if K& keysiA)
Str-REN: (v ) P=(V ) (P{"2ly }), if nye fiP)

Figure 4-1 Structural congruence rules for the k-calculus



As a normal treatment in this literature, throughout this paper the rule str-REN is often applied automatically and
implicitly over fresh names to avoid name clash. For example, a name n,¢ f#(P) may be picked up automatically so that

the process (v n)(Alh,n,) | (v ny)P{™fy }) can be used to replace (Vv ny) (A, ) | (v ny)P,) without mention.

Corollary 4-39: If  /sef(L) N gnard(G)=2 then addAL,A)°(G)=A1°(G).
Proof: By the 6™ clause in Corollary-3-20, sig(addAL, ), gnard(G))= sif( A, guard(G)), then apply to rule str-DISJ. [ ]

Operation semantic is described with labelled transection Reduction rules:

P m@). P, megd

tr OUT; ——— — tr SIG:  ————
- m (7)) MG, 0p (vo)P VOmGuw), P - kK5 0p
"IN AL A, P'=P{ifg)
r : o~ r ~
- A(G® \(vK)(F)L. P) 1), (v k)(P'| A«(G® |(v ) im(F)L. P))
A KeJ, 1 here J2guard G p-p
tr RELS: _ Where J2guardG) tr PARL: —
A(G) -5 A'o(G) plo % Plo

tr_SYNC1, P Y2, P, Pridp tr_SYNC2: PP PSP

(vmP s (vm) (V)P V)P Iy (vi)P"
tr RES: PP A0w=9 tr STRUC:PL=P1 P1 %5 Py Py=P)

(v )P G (v WP Py %5 P

Figure 4-2 Labelled transition rules for process terms in the k-calculus

Remark 4-40: Similar to the polar n-calculus, in the the k-calculus the 7 action is truly internal, that is, neither
visible nor interruptible by external observers. Therefore, the name restrictions in rule tr_SYNC1 and tr_SYNC2
are required. Without it, the synchronisation will not be considered as an internal action, but a two steps action,
suchas P|Q voym@)., . m@, (vo) (P|Q) or P|Q &5 K5 P|Q, where both steps are visible for external
observers. This strong requirement on 7 actions is necessary for guaranteeing the standard rule fu(v)=bn(t)=<
([Amadio96]) valid, and is necessary for preserving t actions in output polars substitution.

Definition 4-41: (Weak transitiont): As usual, let ()* represent that the contents in () repeating zero or finitely
many times, then the weak transitions are defined as: PLP iff P(Ly)*P:
P&p iff PL.% L P, where att.

Reduction relation, a familiar concept in this literature, is defined in a non-standard way in the k-calculus:
Definition 4-42: P P' iff (v m)P Zs(v m)P' for some m; P=P iff (vm)P=< (v m)P for some m.

With this definition, we then can have a variant of the rule tr_SYNC1: P (VOm@) P, QmG), Q) oNmQ)=2
Plo— v (Pl

Beside the reason we have just discussed, the distinguish between internal action 7 and reduction is also necessary for
the new bisimulation relation, responsive bisimulation, which we will discuss later in the next session.

Definition 4-43: The strong commitments are defined as:

Process P can commit the action a, denoted as P|a, if there exists some P'such that P25 P!



Process P can commit on input polar in, denoted as P|in, if there exists some input action a= (i) s.t. Pla;
Process P can commit on output polar 7, denoted as P, if there is some output action a=(v D)ym () s.t. Pla;

The weak commitments ¥, is obtained by replacing — with — and | with { though out.

Definition 4-44: Process P is a descendant of process P, iff there exists a finite action sequence { =0,00,...,0,
such that PaP,, P %P, P, B.P;, ..., By M: or P _1’>P' for short, and it is said that P commits on ¢, denoted as P!.

5 Processes Bisimulations

In object-oriented systems, the lock/unlock actions are usually internal activities of objects, and therefore may not be
visible from outside. However, while study on a component process of a system or object, these activities have to be
observed. In the k-calculus, the distinction between names for locking keys and for communication allows us to take
two different positions in observing processes interactive behaviours:

1.ignore all locking/releasing actions, and adopted the same set bisimulation relations developed in the polar n-
calculus;

2.take locking/releasing actions into account and therefore produce the “k-variation”, an even finer version, for
each of those bisimulation relations.

Thus, variations of bisimulation relations will be doubled. For every those bisimulations, each k-version bisimulation is
a subset of its non-k-version counterpart. And in the polar n-calculus, which is a sub-calculus of the k-calculus, the k-
version and non-k-version bisimulations will coincide respectively.

Generally say, the k-version bisimulations are needed for measuring properties of object components, when non-k-
version bisimulations are intersted in measuring overal behaviour of composd objects.

The barbed bisimulation ([Milner92b],[Sangiorgi92b]) is a rather weak relation, which traces the state changes of a
process during the course of reductions, and observes which channels available for communication. As a polarised
process calculus, in the Kk-calculus only output polars (of both communication channels and locking keys) are
considered as observable, therefore we adopt a version of barbed bisimulation similar to that in [Zhang02A] for the
polar n-calculus.

Definition 5-45 (barbed bisimulation): A symmetric relation S on P-terms is a (strong) barbed bisimulation if
whenever PSQ then P|a implies Qla for all a€M, and P— P’ implies Q" such that 0—Q and PSQ'

Let ~, be the largest strong barbed bisimulation. The notion of weak barbed bisimulation =, is obtained by
replacing everywhere the transition | with U, and — with = throughout.

For k-versions, the strong and weak barbed x-bisimulation ~,;, and ~,, respectively, are obtained be extend
a€MU KUK in the above definition.

ince barbed bisimulation cannot identify what messages being communicated, it is too rough to measure process’s
behaviour. Better measurements are needed.

Definition 5-46: In the k-calculus, process context ¢[.] is given by ¢@::=[.] |(V ne | C\P |A°(!(V ). CRG).

Definition 5-47: Let ¢][.] be process context, then we define the barbed equivalences and their k-versions as
strong and weak barbed equivalence: P=,0 if VE[.].(€IP1~ul0]); P=,Q if VE[QOl.(CIP1=vClO]);
strong and weak barbed x-equivalence: P=,,0Q if VE[.].(€[P]~wllQ]); P=Q if VE[O].(CP]~wll0]).

Or, for the still weaker versions similar in [Amadio96], let R be arbitrary process, then we define that



strong and weak barbed 1-equivalence: P=,Q if VR.(R|P~bR|Q); P=y,Q if VR.(R|szR|P);
strong and weak barbed x1-equivalence: P=,,, Q if VR.(R|P~KbR|Q); P=,,0 if VR.(R|PszR|P);

The object systems have the following characteristics:
1. Only the output actions performed by an object are observable from outside of that object;
2. The effects of an input action performed by an object can be observed only via consequent reactions (output)
from that object;
3. After a message to an object is sent, it is not possible to know when or whether it will be received until a
response message is returned from that object.
In other words, the behaviours of an object can be only detected by responses. However, as pointed out by [Zhang02A]
and [Zhang(02B], even the weak barbed equivalence is too strong for compositional objects. For example, let process
O, (v n)(!?n(x).‘an>| | Ke[]) o(&x)L. Body) ) and 0,¥ | ke[n]) «(!m(x)L. Body)
express two different versions of the same object component. If only output actions are ol R 0. R
detectable, then within an environment where the input polar of the same channel m is / K fl
not used elsewhere, the behaviour of O, and O, can be considered as the same by an
external observer. But this similarity of the observation behaviours cannot be captured ol almox@ o:lp@
by the weak barbed equivalence, nor even the barbed 1-equivalence. The weak barbed Figure 5-1
equivalences fail in at least two ways:

First, they cannot distinguish between a message sent out from the target process and a message sent to the target
process by another agent but buffered in the environment. For example, given the message m(u), then we have

0\lm(p)y=0Q, and 0,lm(p)=Q, where Q% (v n)(n)n(x)| ie[n]) o(Mhe)L. Body) | n(p)) and Q,20,|m(p).
Since Q,4m while Q,Um, therefore 01|7n<p> %b02|7n<i7>, that is, O,%y,; 0,.

Second, it cannot prevent input names clash between the testing environment and the processes being tested. For
example, let REmn(x)x(g) |7n<p), then as shown in Figure 5-1, O, |R can take two different reduction paths:

cither O,|R = (v n) (mG)n(x) | \ke[n]) *(1nG)L. Body) | n(p) [mG)x(g) or 0,|R=0,|p(g),
while 02|R has only one reduction path, 02|R=02|p<q). Therefore 01|R %b02|R, that is O,%y, 0,.

Another failure in the strong version is, the barbed bisimulation treats synchronisation actions occurred in public
channels as single step reduction, and therefore dis-matches them with uncompleted synchronisions which have delay
on inputing side.

We need a different technique to measure the observation behaviours, weak enough to ignore the unrelated information
and strong enough to distinguish the similarity in responses perceived by outsiders. As with barbed bisimulation, we
must note that the state changes of a process caused by internal actions, and we must also be able to detect which
communication channels are available for output in all evolved states. What is more, in order to distinguish states, we
need to be able to observe what each of the messages output by the process is. The ot-bisimulation, defined in the same
way as that in [Zhang02A], can provide this degree of observation:

Definition 5-48: The (strong) or-bisimulation is a symmetric relation S on processes such that whenever PSQ
then P-%P implies Q%30 and PSQ for all action « in the form of either a=(v0)m{#) or a=t, and

bn(a) N f(Q)=2.
The k-version, (strong) xoz-bisimulation, is a strong ot-bisimulation S such that whenever PSQ then P-%,pP'
implies Q-%Q" and P'SQ forall a€XUX

The weak ot-bisimulation and weak kot-bisimulation are obtained by replacing —%5 with =% everywhere above
respectively. We denote ~,, be the largest ot-bisimulation, and =~ be the largest weak ot-bisimulation, ~,. be
the largest kot-bisimulation, and =~,,, be the largest weak «ot-bisimulation.

Lemma 5-49: Each of k-version and non-k-version ot-bisimulations, S, is preserved by restriction, that is, PSQ
implies (v n)PS(v n)Q.



Proof: This can be proven by show that < {((v n)P, (vi)Q): PSQ} is a S. Here we only give the proof for the
strong k-version, S S~,, all others can be proven similarly. Assume (v ii)P %3P for some arbitrary action a,
where a is not a communiction input action (i.e., a# m()), then it is only possible in one of the following two cases:

1. AiNf@)=2 and P-%5P" By rule tr_RES, (v 1)P-% (v #i)P", so P'=(vii)P" By PSQ, we have 0-%50" and
P'SQ" By tr_RES, (v 1)Q-%s (v 71)Q", and we have ((v )P’ (v )02

2. ais an output action of the form o=(v0)m(#i) where m¢i and §,=AN(1-0)#@, and PI@P" By PSQ,
we have QmM().,0" and P'SQ" Let ¥=n-0,, by rule str-SCP2 and str-SUM2, (v @)P =(v &) (v T)P
and (VAQ=(v7)(V3,)Q. By the tr_OUT, we got (V3,)(VT)P-25(vT,)P" and (v TV 5)Q-%s (v 5,)Q"
however ((v3,)P", (vi,)Q)eR.

By the definition of xot-bisimulation S, we have R<S. |

The ot-bisimulation gives a measurement on processes’ states by observing available reductions and output actions, but
can not determine how a process responses to incoming messages, since communicating input actions are not observed.
To determine responsive behaviours, we introduce a new term for specifying input messages.

5.1 Responsive Bisimulation

Notation 5-50: We add the auxiliary P-term [m(i)]P, the localisation of the sent message () with process P,
into the process syntax. Properties for this term are shown in Figure 5-2.

Structural equivalence :
IStr NULL [m(i)] 0 =0; IStr_IND ( [m(@)]P) | [0) E[‘m(ﬁ)](P| Q), it mefin(Q);
IStr LOC (v m) [m()]P = (v m) m{u) |p ); IStr_SUM?2' [m{u)][1(0)]P = [n(T)][m{u)] P;

Transition :

ITr SYNC3 _ PI@p" ITr INV PSP ofm(@
[n(aylP Zs P [n(@)|P % (i) P'

Figure 5-2 Localised output action.

The term [n(i)]P couples P with the message # which is buffered in channel, and unobservable from outside, even
though the output polar 7z may have been known by outsiders. We may consider the difference between m(#) | P and
[m(@))P as that, in the former the m (%) is an outging message to be bufered into the channel m, while in the latter,
[m(@)] is a buffered message arriving from the channel m and waiting to be picked up by P. The [in(i)] privatises
neither polar i nor 7, but the message 7. In other words, the [n(#)] is like a mailbox with the message # in it, and
only P or its descendants may (but not have to) consume this message. That is the reason why the input polar i rather
than output polar 7 appears in [ ()| P.

The term [im(@)]P is not for modelling processes, but only designed to express the rl-bisimulation relations between
processes, which we will discuss soon. In this sense, we may read [m(#)]P as “the behaviour of the black box P while
provided with the test message 7 via channel m”, and this behaviour depends on whether and when P or its descendants
able to access the input port . From this point of view, the using of input polar n rather than output polar m is
necessary to prevent an input polar substitution, caused by input prefixing, changes the static behaviour of P.

The rule ITr_SYNC3 added a new case for defining the 7 action. Unlike in rule tr_SYNCI, here is no name restriction is
required. However, since only the input polar, i, of the channel name m is involved, and the reservation of 7 actions is
maintained by input prefixing.



Corollary 5-51: The following conclusion can be immediately drew from the rules in Figure 5-2:
(HIf Pm@), P then (v m)P=(vm)[m(i)]P (3) Plim implies ( [m{@)]P)|r;
(2) Pya. implies ( [m{u)]P)4a if a#t, or, a=t but P{m; @) ([m¢@y)P)gm(w).

Now we can begin to introduce new behaviour equivalence relations.

Definition 5-52: Let 7[.] be the responsive testing context of syntax 7::=[.] | [m(7)]7, then we define
the strong and weak responsive equivalence: P=,Q iff V7.(7[P]~,710]), P=,Q iff V7.(7[P]=,7(0));
the strong and weak xr- equivalence: P=,,0Q iff V7.(7[Pl~w7l0]), P=,Q iff V7.(7[P]=xxn70]).

This definition gives a quite clear description about the meaning of equivalence in responsive behaviour, but is not so
useful since it requires the exhaustive testing over the infinite set of responsive testing contexts. A more practical
definition is the r1-bisimulation, named so because the structurally comparable to the 1-bisimulation in [Amadio96].

Definition 5-53: The strong (or weak) r1-bisimulation is a strong (or weak, respectively) ot-bisimulation S if
whenever PSQ then [m{@)|PS[m(u)]Q for all [mn(@)].

We denote the largest strong rl-bisimulation as ~,;, and the largest weak r1-bisimulation as ~,,.

The «-versions, strong and weak xrl-bisimulation ~,,; and =,,,, are defined by replacing ot-bisimulation with
its k-version, the kot-bisimulation, in the above definition.

Lemma 5-54:The responsive equivalence and rl-bisimulation are coincide for both x-version and non-k-

VEISion, 1.e., ~== g, Rn=Zy, ~p==, and ~,==,.

It is easy to verify that O;~,,0, and O,=,,;0, hold for the processes O, and O, mentioned in the example at earlier of
this session. The rl-bisimulation providers a test platform for measureing behavioural equivalence from outside of
target processes.

However, while responsive equivalences and rl-bisimulations provide a good base for describing similarities of
responsive behaviours, they tell little about why or when two processes may offer similar behaviours. For closer study,
we need an inside view observing input actions.

Definition 5-55 : The (strong) responsive bisimulation is a (strong) ot-bisimulation S such that whenever
PSQ then P@), P implies either Q M@0 and PSQ; or Q-L>Q" and P'S [im(i)]Q.

The weak responsive bisimulation is obtained by replacing transitions with weak transitions everywhere. We
denote ~, and ~, be the largest strong and weak responsive bisimulation respectively. Clearly, ~,S~,.

The k-versions, strong and weak xr-bisimulation ~,, and =,,, are defined by replace ot-bisimulation with xot-
bisimulation in the above definitions. Clearly, ~,,S~;-

Lemma 5-56: The responsive bisimulation and rl-bisimulation are coincide for both k-version and non-k-

VEIsion, i.e., ~=~ 1, M= R, ~,=~ and ==,

Corollary 5-57: The responsive bisimulation and responsive equivalence are coincide for both k-version and non-
K-version, i.e., ~,==,, ~R,==,, ~==,.and =, ==,.



5.2  Properties of the responsive bisimulation

In this section we explore some formal properties of our newly defined responsive bisimulation and establish
connection with some conventional bisimulations, which include, their preservability in parallel composition, name
substitution and GEC choice, their congruency for autonomous processes.

Corollary 5-58: The responsive bisimulations are preserved by localisation. That is, let S be any of ~,, =
or =,,then PSQ implies [m(i)]P S[m(w)]Q forall [n(i)].

~
r Kr

Lemma 5-59: The responsive bisimulations are equivalences, That is, they are reflexive, symmetric and
transitive.

There is a problem: the responsive bisimulations are not be preserved by parallel composition in general. For instance,
with the O, and O, of the previous example, we have O0,~,0,, but (O, | 03)*, (0, | 03) for Oz Jo(Min(P)L.R),
because the occurrence of input polar 7 in Oz has changed the ability of O; on receiving message from /. However, as
mentioned at the beginning of this paper, the purpose of our study is about object modelling, and as the nature of object
systems, the ownership of each input port should be unique. For example, the object identity of an object is uniquely
owned by no one else but that object; each method of each object is also uniquely identified so that no message would
be delivered to wrong destination. In general, as mentioned in the previous session, each input polar has a static scope
(or ownership), and will never appears outside this scope.

When responsive bisimulation is strictly restricted within the problem domain, objects modelling, where the responsive
bisimulation is needed, then its preservation in parallel composition can be guaranteed, as shown later.

Definition 5-60: Let n be the input polar of a communication channel name m, P be a process for which
mé€fin(P), and & be the context E[.]£ (vi1) (Env | [.]1) where m¢fin(Env) while m may or may not be a member
of 1. We say that, P is an owner of m (or say, i is owned by P) with respect to the environment Env;

Env is an environment free of m (or say, in-free environment);

&l[.] is an n-safe environment context, or in-safe environment for short.

Anin-safe environment only allows the process in the hole to consume a message sent along the channel m, ensuring no
interference from the environment. It reflects the fact that the responsive behaviour of a process can be measured only
when messages sent to it are guaranteed not to be intercepted by some other process.

Definition 5-61 A process P is safe for Env, and the environment Env is said to be safe for P, if P is the owner
of all me€fin(P) respect to the environment Env, i.e., fi(P)Nfin(Env)=2. We may call P an safe process, when the
behaviour of P is only considered within environments which are safe for P.

A process P is autonomous if fin(P)=92.

Lemma 5-62: The process safety is preserved by evolution. That is, if fin(P)Nfin(Env)=2 holds for processes P
and Env, then fin(P)NfinEnv' )=2 holds for all Pand Env, which are descendants of P and Env respectively.
Proof: Simply because the input polar of a channel cannot be transmitted by communication. |

Corollary 5-63: An autonomous process and all its descendants are safe to any system.

When modelling objects in the k-calculus, all method bodies can be considered as autonomous, since after parameters
passed through the method interface, further input (if any) can only be performed via channels that were initially private
and informed to the senders by the forked method body. An object itself is initially autonomous while creation, until its
name, the unique identification, is exported to its environment. Its method names can also be considered as initially
private to the object, and then exported to the caller during each method call. For example, similar to [Walker95] and



[Zhang97] amongst others, the method call o.m; (a;, a,) may be modelled as (v mset) (o{mset) |*mset(‘ﬁ1).7nl<‘al,zzz>),
and on the object side the encoding will look like (v m) (Yo(mset). mset (in) | Ae( ®!‘ini(‘z’J)Li.Bodyi] ).

Proposition 5-64: The responsive bisimulations are preserved by parallel composition for safe processes. That
is, to each of the k-version or non-k-version responsive bisimulations S, whenever PSP, implies (P1|P)S (P2|P)
for all P which satisfying fin(P) N (fin(P1) U fin(P,) ) =@.

Let o denote a name substitution of the form o={%k4}, which is over output communication polars only, otherwise
standard. Whenever applied to a process or an action, bound names (in pairs of both polars) are automatically renamed
to avoid conflict. We do not need to consider substitution over input polars nor locking/releasing keys, because they can
not be sent through channels in the k-calculus, and clearly the safeness of processes is preserved by the output polar
substitution.

Proposition 5-65: The responsive bisimulations are preserved by output polarity name substitution. That is, to
each of the k-version or non-k-version responsive bisimulations S, PSQ implies PoSQo for all o={uk}.

Proposition 5-66: The responsive bisimulations are preserved by restriction. That is, to each of the k-version or
non-k-version responsive bisimulations S, whenever PSQ implies (vi)PS(vin)Q for all 1.

The following proposition is equivelant to say, in the term of ordinary m—calculi, the responsive bisimulations are
preserved by input prefix, replication, choice and, outside the m—calculi scope, lock, for autonomous processes.

Proposition 5-67: The responsive bisimulations are preserved by GEC choice for autonomous processes. That
is, to each of the k-version or non-k-version responsive bisimulations S, if P, and P, are autonomous processes,
then P,.SP, implies D[ P)| SD|P,| for all process context 2[.] of the form D[.]&A(!(v k) (x)L.[.|®G).

For generic safe processes the situation becomes complicated, because the safe condition can be broken when an
safe process is duplicated by replication, and needs closer studies in the future works. When replications are erased
by lock, then the preservation will be certain:

Lemma 5-68: For cach k-version or non-k-version responsive bisimulation S, if P, and P, are safe processes,
then P,.SP, implies D[P,|SD[P,] for all process context of the form D[.]&€A(!m() (V)eJ.[.]®G) where méelJ.

Proposition 5-69: For autonomous processes, the responsive bisimulations are congruences. That is, for each of
the k-version or non-k-version responsive bisimulations S, if P, and P, are autonomous processes, then PSP,
implies [P,]S | P,] for all process context ¢].].

5.3 Coincidence between some variations of responsive bisimulation

The early, late and open concepts used for bismulations in standard n-calculus, may apply to responsive bisimulation.

Definition 5-70: Each of the following variations of responsive bisimulations is a (strong) ot-bisimulation S :

The (strong) early responsive bisimulation is a (strong) ot-bisimulation S if whenever PSQ then PM(#), P’
implies V3 30" s.t. either QM@ Q" and P{V4}S QVh}, or 0-55Q and P{VAE}S ([m(@1Q) (V)

The (strong) late responsive bisimulation is a (strong) ot-bisimulation S if whenever PSQ then PW(H) P
implies 30" s.t. either QM@ Q' and V5, P14} SOV}, or 0150 and V5, P{y/Lu}S([‘in<u>]Q){yFu}

!



The (strong) open responsive bisimulation is a symmetric relation S on processes if whenever PSQ then for
any output communication polar substitution o={V/}, we have
Po-%5P" implies 3Q' s.t. Qo-%50Q" and PSQ. where either a=(v0)ym(i) and 9NmQ)=2, or a=t;
Pm@P" implies 3Q" s.t. either QoM@ Q" and PSQ or Qo-LsQ and PS[m(@)Q.
such that whenever PSQ then P-%P' implies Q-%Q and PSQ for all action « in the form of either
a=(vO)m(u) or a=t, and bn(a)Nm(Q)=2.

For early and late responsive bisimulations, the k-versions are defined by replace ot-bisimulation with kot-
bisimulation in the above definitions. For open responsive bisimulations, the k-versions are defined by including
KUK into the range of a.

However, as the k-calculus is an asynchronised process algebra, these variations are not necessary for it, since they
coincide with the standard version of responsive bisimulation.

Lemma 5-71: The early, late and open responsive bisimulations all coincide with the standard version of
responsive bisimulation.

5.4 Conventional bisimulations

Most familiar bisimulation relations which are widely used in convensional m-calculus can be also defined in the k-
calculus, with the similar style as we did for the polar n-calculus ([Zhang02A]).

Definition 5-72: The (strong) ground bisimulation is a (strong) ot-bisimulation S if whenever PSQ then
pim(@), P implies either Q M@, Q'

The (strong) early bisimulation is a (strong) ot-bisimulation S if whenever PSQ then
Pm@@) P implies V3§ 3Q st QM@0 and P(VH)S QVh);

The (strong) late bisimulation is a (strong) ot-bisimulation S if whenever PSQ then
Pm@@) P implies 30 s.t. QM@0 and Vi (P(Vh}S QVh}:

The (strong) open bisimulation is a (strong) ot-bisimulation S if whenever PSQ then
for any output name substitution o={VK}, Pc-%sP' implies 3Q' s.t. Qo-%5Q'and PSQ:

For each of them the weak version is obtained by replacing transitions with weak transitions everywhere, and the
k-version is defined by replace ot-bisimulation with kot-bisimulation in the above definitions. We denote ~,
(~yg) and ~, (~,) be the largest strong (weak) k-version and non-k-version ground bisimulation respectively.

Lemma 5-73: The ground bisimulation, early bisimulation, late bisimulation and open bisimulation are all
coincided in the k-calculus.
Proof: First, the ground bisimulations are preserved by output polarity name substitution, this can be proven in a
way similar to that for Proposition 5-65, except no need to check the cases involving localisation, then the lemma is
followed. ]

Corollary 5-74: The ground bisimulations are responsive bisimulations, thatis, ~,&~, and =,S=,.

Proof: Directly concluded from the comparison of their definitions. ]

The asynchronous bisimulation of [Amadio96], which emphasises the possible delay of message delivery (output) and
allows the sent message moving around within a communication channel without real information exchange, can also be
described in the k-calculus:



Definition 5-75: The (strong) asynchronous bisimulation is a (strong) ot-bisimulation S if whenever PSQ
then P7’1(77!)a P’ implies either Q)m(_ﬁ)a 0 and P~,0, or 0550, and P'S(mn(i) | o).

Again, the weak asynchronous bisimulation is obtained by replacing transitions with weak transitions
everywhere, and the k-version is defined by replace ot-bisimulation with kot-bisimulation. We denote ~,, (~y,)
and ~, (=,) be the largest strong (weak) k-version and non-k-version asynchronous bisimulation respectively.

As pointed out in [Zhang02A], both the responsive bisimulation and asynchronous bisimulation describe asynchronous
communication by allowing message delay. They are overlapped, but none of them contains another, as shown in the
Figure 5-4. The asynchronous bisimulation is not interested in because the following reasons:

We are interested in the delay of input rather then that of output;

2. To capture the delay of output, the asynchronous bisimulation allows competition on grabbing messages from
the same input port, which can disturb the detection of responsive behaviours;

3. Combining both output delay and input delay will make the theory unnecessary complicated.

In contrary, the responsive bisimulation concentrates on the delay of input. In the view of object-oriented programming,
the delay in the delivery is not visible for either sender or receiver, and is also out of their control. The delay of input,
however, is controllable for the receiver, and, as pointed out by [McHale94] and [Zhang98B], the existence of the
interval between the event of a message arriving an object and the event of the message processing starts, provides a
synchronisation control point for compositional concurrent object. In other words, the responsive bisimulation is quite
natural to compositional objects.

Definition 5-76: We say that all the responsive bisimulation, asynchronous L /v[ /v

bisimulation, ground bisimulation, early bisimulation, late bisimulation and open

bisimulation are input-related bisimulations. T f/ %/'

Ké.*) ~ar T n
5.5 Relation between k-version and non-k-version bisimulations Figure 5-3

For each bisimulations we have studied in the k-calculus, its k-version is a subset of its non-k-version, according to
their definitions. Generally, when modelling objects, the scope of a lock key x should not cross object boundary, and
therefore the & and k actions that an object can take are internal to that object and can not be detected from outside. The
locking and unlocking signals represent a special kind of communication, or, co-ordination, between components within
an object, and responsible for whether, why, when and how messages be delayed from inputting to the object. Taking
the internal view of objects, the k-version bisimulations guarantee the similarity of co-ordination mechanism, and
therefore the replaceability of object components. In contrary, non-k-version bisimulations confirm the similarity of

overall behaviour between objects, without knowing the details of the co-ordination ~ > ~or
mechanisms. When measurement of the behaviour of objects or object groups is restricted / / T
to external view, then the k-version and non-k-version of a bisimulation will coincide. NG ~

Ska — —>» ~
The Figure 5-3 and Figure 5-4 summarise some bisimulation relations discussed so far, T / T
from the strongest one, ~,, to the weakest, =,,, where each arrow respresnets a “<”, or “is ~rg >
a subset of”’, relation. Figure 5-4

5.6 The relation between the responsive bisimulation in the polar n-calculus and in the k-calculus

The concept of responsive bisimulation was simpler when described in the polar n-calculus, than that in the k-calculus.
That is because: 1) only has the simplest choice cases to handle; 2) the k-version of responsive bisimulation is merged
into the non-k-version, since the locking signals either become ordinary communication, or are hidden by the synatx of
choice; 3) smaller syntax.



As we have already pointed at the beginning, the polar n-calculus, which is a sub-calculus of the k-calculus, is not an
idea tool for modelling compositional objects. From object modelling point of view, the responsive bisimulation in the
polar n-calculus actually overlaps with both the k-version and non-k-version of that in the k-calculus. However, the
definition of responsive bisimulation in the polar m-calculus has no difference with the non-k-version responsive
bisimulation in the k-calculus, and therefore providers a simplified platform to describe the properties of the latter.

6 Choice Equivelance

Above properties are based on the view at processes level, and do not give us much room to describe what happen
inside a GEC choice. To restrict a view within the scope of a GEC term, we introduce the transition of GEC choices:

Definition 6-77: The GEC choice term G can commit on input polar €M, denoted as G|, if (LJo(G))|n.
The GEC choice term G can commit the input action a=¥ (i), denoted as Gla, if (| J°(G))|a.

Lemma 6-78: All possible transition a GEC choice may take can be described by:

(A(G))|m iff meguardG) and A|in; (UJo(G))gk for all x; (A(G)) |k iff A|KegnardG).
Proof: Apply Definition-3-23, Figure 3-1 and Definition 4-43 to the reduction rules listed in Figure 4-2, then
concluded by induction. ]

Corollary 6-79: Let S be one of the input-related bisimulations, if 4,°(G,) S4,°(G,) then gnard(G)=guard(G,)
and  sig(Ay, guard(Gh)) = sig( Ay, gnard(Gy)).

Definition 6-80 (G-bisimulation): Let S be one of the input-related bisimulations, then S;, the G-bisimulation
w.r.t. S, is~the largest symmetric relation Z; on ch~0ice terms such that Z2; € S, iff whenever G,Z;G, then
(G, (Vi) (4(G) | P implies L) o(G) T, (v i) (4(Go) | Py, and P1S P,

Lemma 6-81: S are equivalences.
Proof:Reflexive: GS;G for any G, according to the definition of Sg;

Symmetric: if G,S:G, then G,S:G,, by the definition of S;

Transitive: Let G;2,G, and G,&,G;, where & S S; and < S, and therefore G(Z,2,)G;. Assume
L) o(GYMAD(Vie) (A(G)) | P), then by G,R G, it implies | Jo(G) M (vic)(4=(G,)| Py) and
P,SP,. By G,&G;, it further implies U"[G3]M(VK)(A°(G3]|P3) and P,SP;. Since S is
transitive, P, SP;, by the definition, (22%,) S S. [

Lemma 6-82: If G,S,G, then gnard(G,)=guard(G,) and excAG,) = exc Gy).
Proof: Assume the contraries, guard(G,)#guard(G,) or excAG,) #excAG,), then G,SG, will fail for any S. [ ]

Lemma 6-83: If G,S;G, then (G,8G)S:(G,®G) for any G.
Proof: Let &, and &, be the relations between G;®G and G,®G, such that G,®G &, G,®G and G,9G &, G,®G,
then we may have the symmetric relation =2,U&,. For &, we assume (G,®G)|in, then it must be either

Uo(GYMAD(vie) (A(G )| P)  and  |Jo(G,@GYME(vie) (4(G,®G)| P))  or
UJo(G) M (vi)(A(G)|P) and  |)o(G,@G) MU (V) (A(G,®G) | P).

For the former, by G,S¢G, it implies | Jo(Gy)M (Vi) (A(Gy) | P) and | Jo(G,@GY M (Vi) (4(G,®G) | Py)
and P,SP,.



For the latter we simply have | Jo(G,®G) M) (v ) (4(G,®G) | P) and certainly PSP.

By assume (G,®G)[in for Z,, we got the symmetric result, therefore by definition of S;, we have € S;. [ ]

Lemma 6-84: If GlsGGZ and G3$GG4, then Gl®G3$(;Gz®G4.
Proof: Since G,S;G, and G3S;G,4, by Lemma-6-83, G,®G3S5:G,®G; and G3;®G,S:G4®G,. By rule str_SUM?2,
Gz®G'350G'2®G4. Apply Lemma-6-81 to GI®G3$(;02®G3 and Gz®G3S(,‘Gz®G4, therefore Gl®G3$(;Gz®G4. |

Corollary 6-85: From the definition of S, the following properties can easliey be concluded.
1. (vr)!m@x)keJ.P S (v k)m(X)keJ.P, for either meJ or k¢ fon(P);
2. Qi1 (v ) my(F) kal;. P, So (v i) Qe ini(E)kadi Py if ket for(P);
3.G®...8G S; G, where G®...®G involves finite copies of G.
Proof: The proofs for 1 and 2™ clauses are trivial, can be derived directly for the definition of the G-bisimulation.

The 3™ clause can be proven by induction: G S;G has be given in Lemma-6-81; G®G S;G can be trivially
obtained from the definition of the G-bisimulation; assume (®kG)SGG, then by Lemma-6-83 we have
(®,6)®G S; GG, and by Lemma-6-81 and G®G S; G, we have (&,,G)S,G. .

Lemma 6-86: Whenever S can be preserved by parallel composition, then G,S:G, implies A°(G;) S A4°(G,)
forall 4.
Proof: Assume an arbitrary locking list /4, and in the domain where S can be preserved by parallel composition,
assume two arbitrary processes P; and P, which satisfy P,SP,. Let @ be a symmetric relation where
(VA) (G| PR (Vi) (4o(Gy) | P). We first prove that G,5,G, and P,SP, implies 2SS. Since 055 0p, this lemma
becomes a special case where 7 is an empty set and P,=P,=0p.

Here we only show that for S S~,. That for other input-related bisimulations can be proven similarly.

First, by the definition of guarded choice terms, both 4(G,;) and A°(G,) may commit on input actions but cannot
commit on any output action, neither 72{#) nor & , nor any internal action 7.

Second, to meet the condition of ~, being preserved by parallel composition, we restrict that all processes
concerned in this proof are with the safe process domain.

By Lemma-6-82 gnard(G,)=gnard(G,), therefore AO[Gl]i)A'O(Gl] implies AO[Gz]i)A'O[Gz], and vice versa. It is
clearly (Vi) (Lo(G)| P)R (Vi) (A(Gy) | Py).

Assume action a=in(u) and (4°(G,))|a, then it must A and G,|n. Let
(G 24, (vio) (4,2(G )| @1), by GiSeG, itimplies | )o(Gy) %5 (Vi) (4(Gy) | Q) and 0,50,

It also implies there is a lock L rised by G, | such that [ J%Al, and A%A’. Therefore we have
A(G) By (Vi) (4G @) and  A4(G2) ,(vi) (UG | Q).

Let Pi£Q, | P, and P2 Q, | P,, then within the safe process domain we have P\SP;. By rule tr_PARL and str-SCP4,
V) (A(G) | P) (vt ) LG | P, (V) (UA(Go) | P) 2 (v i, i) (A(G) | o)

and therefore (vii,x)(A°(G,)| P)) 2 (Vii, k) (L(Gy) | Pb).

Assume le(_ﬁ);P'l, then (v7)(A4°(G,) | Pl))m(_ﬁ)a (vi) (AO[Gl]lP'l), and by P,.SP, we have either P;m(_ﬁ);P; and
P\SP;, or P, TP, and P)S[m(i)]P.

For the former we have (v i) (4°(Gy) | Py, (v i) (4:(Gy) | P}), and therefore (v /) (A(G )| Py R (Vi) (4(Gy) | PY).
For the latter, within the safe process domain we have (A°(G,) | (i) Ps) = [n{(il)] (A(G») | P5), therefore we have
VA UAG | P) Ty (Vi) (4G | P and  (vid) ((Gy) | P R[] (v i) (44(Go) | P3).

Assume arbitrary other kind action o for which P, LP;, then by P,SP,, we have P, AP;, PSP, then
VUG P) 2 v )G P, (v U(Go) | P) 2y (v i)y (G | P,



and therefore (v i) (4#o(G,)| P)2(v i) (£(Gy) | PY).
Assume a=t, which is caused by /°(G,) |k and P,|k, then from above it is easy to see
VA ALGH PO I, UG P, (vid (4G | P T, ) (MG} | P,
and therefore (V) (A(Gy) | P)R(V ) (A(G,) | PY).
Assume a=rt, which is caused by A°(G,) (&) and P,|(v0)m i), where 7 Sil,
VA ALGH P) T, VD UAGI P, v (AA(GH | P)T,0 D) (VD) (MG} | P,
and therefore  (v71,0)(A°(G,)| P)R(v ,0) (L(Gy) | Py).

then from above it is easy to see

Since all possible transitions are covered in above cases, by the definition of S (here it is ~,), we have = S. [ ]

Lemma 6-87: In the domain where S can be preserved by parallel composition, if G1S5:G,, G3S:G4, GsS:Gg
and G,S,Gj then Ao(G1®G3) | Ao(Gs®G)S A(Go®Gy) | A(Gs®Gy).
Proof: By Lemma-6-84 and Lemma-6-86, A°(G,®G;)S A°(G,®G,) and A°(Gs®G;)SA(G,®G;). But S is
preserved by parallel composition. ]

In section 11, we will point it out that the G-bisimulation indicating the behaviours simularity between objects.

7 Higher Order Extension

Here is a problem of the G-bisimulations: they are too strong, they have to depend on process bisimulation, and cannot
always percisely describe the behave equivalence in a finer grain, ie., on individual choice term, when involving parallel
composition of GEC choices. For example, lets look at the following processes O, and O,:

()1g (V na;nb) (Ao(Gl] | l J O(G;] )’ Glg ,(V K)ma(-_f) La'7la<-_)’c" K> ® ‘(V Kb)mb(f)Lb-_nb<-_fa K)a

G n,(%,K).P, ® ty(%,K).P, 7-1
Ozg Ao(Gz], ng ,(V K)'m,,(f) La'Pa ® ,(V Kb)mb(f)Lb.Pb

though 0,%,0, is easy observed, it is difficult to describe similarities in choice term level, since neither G,~,:G, nor
G'lngGz is held. To solve the problem, we need something else to capture the GEC structural characteristics of G, and
G, only, without involve with the behaviours of P, and P,.

Consider other two processes, Q; and Q»:

Q12 (v k) (K e[y ]) o(1(V k)i (X) Ke[iny] . Py ® 1V K)imy(x ) Ka[in,].P,) | &) 7-2
22V 15) (R [y 1) <1V 1Y (F ) o[y ] Py © 1V K)imy(R)kelimg] . Py ® 1V 1) my(E)kalime] . Py | & )

Provide &,k  (fon(P,)Ufon(Py)), then it is clear that Q; and Q, have the same behaviour, regardless what P, and P, are. If
we substitute P, with P,, and P, with P, in both processes Q; and Q,, then these two will still be equivalent to each other,
as long as k&, & (fo(P.)Ufon(P,)). That means that the behaviours of Q; and Q, have some common features
independent from P, and P,. To capture these kinds of behaviour features, we introduce the notion of higher order
process into the algebra to abstract P,, P, away. For example, we may rewrite Q; and Q, in the following form:

ng @1«Pa’ Pb »Gnajnb), QZg QZ«PL’(, Pb »<7n~mmb>; Where _
Q33 (v i) (el Qv OYE)RalZ 1o © 1V IO ERel V1) [ &)
Qe (32) £ (v ) ((Koe[£ 1) (1Y )Y (E ke[ ]y © 1V K)E @) Ra[T].77, © 1(V K2 @)ke[V].11) | &)

Here @) and @ are higher (2") order processes which take processes as arguments, and #; and #,, the parameters
within the brackets « », are process variables.



In order to deal with higher order terms separately, we may change the writing style further into the form
Q=Q\m ,n,)«(P,, P,), and call the tuple (P,, P,) the continuation of the function &,{in,,mn,).

Close to those in [Liu97], [Philippou96], [Zhang98A] and [Zhang98B], the higher-order extension to the process
algebra in this paper is only involved with higher-order process abstractions but excludes higher-order communication
([Sangiorgi92a], [Sangiorgi92b]), and therefore allows the calculus to employ the relatively simpler bisimilarity theory
of the m—calculus. The major significant of this higher-order extension is its ability to separate the exclusion behaviours
from other behaviours, and the introduction of & -bisimilation.

7.1 Extension in syntax and semantic

Extended syntax: Let #Z be higher-order process given by P P, & be higher-order GEC given by &% wy»H, 1 be
process variable, A the higher-order GEC terms, b be a branches of a higher-order GEC terms, etc. The using of
outlined fonts for those symbol is to implicitly remind us that they process variables to be filled with.

H =0 | Hi®H, | (viDH | éip, Bu=1Bn| v By | sy
Let P be the abbreviation of { P}, then syntax of process terms P and GEC choice terms G can be re-defined as
Pu=0p|m@)| & | (v P | P 1P, | 4:(GY |Ala) | AP |
G:=B|(v )G |G:®G, |D(a)|&P»

Careful readers may have noticed that P is allowed to be recursively defined through /£, but G can not be recursively
defined through &, and there is no "GEC variable". This is because the ability to separate the exclusive behaviours will
be otherwise lost. (@)«xn»P is a higher-order process abstraction, where # contain all the freely occurred process
variables in P, correspondingly, «7»& is a higher-order GEC abstraction.

We may consider 2 and & are P—P and P—G functions respectively. The semantics of the higher-order terms are
described by the rules in the following table:

str_ HARG: (wpn/H)«P» =H{P/ 7} str_ HARP: («ipP)«P» =P {P/7}

Definition 7-88: Higher-order process terms /# and / are structural equivalent, written as A=5 if
arity(P)=arit(/%), and P«P» = Po«P» for any P satisfying arity( P)=arity(P)).

Higher-order GEC terms ~§1 and & are structural equivalent, written G=6, if
anit&))=arin(&,), and & «P» = &«P» for any P satistying aripy( P)=arit(&,).

For example, 6=6, if 6= «,n0 (11171 ® So. ) and GE 1,70 (o112 @ 151.171).

Lemma 7-89: If arizy(P)=arin(P) and P, =«i»Po<ip» then P=P;.
If arity(&))=arity(&) and G =wpé&«ip» then 6=6. N N
Proof: For an arbitrary P satisfying arity( P)= arity(P,), we have P«P»=P«P». Similar we have & «P»=&«P». [

Corollary 7-90: &= «ij» G«ip».

Notation 7-91: For convenience, we sometimes using symbol & to denote a higher-order GEC & with single
arity and single branch, that is, it has the form of & aynb.

With a slight notation abuse, whenever these is no ambiguity, we may simply write G«#» as & (and therefore
write B«n» as B), then symbol /4 is no-longer necessary.



Definition 7-92 (# —equivalence): Given a process bisimulation S, then the symmetric relation S on higher
order process terms is a A-bisimulation with respect to S, iff whenever A Sp 4 then arin(A)=arity(5), and
(P« P»)S (P« P») is held for all P satisty arity( P)=arity(P)).

Lemma 7-93: (P« P»)Ss(P«P») whenever P, SpP, and arir _)(ﬁ)<ﬂﬂ n(P).
Proof: Assume some process variables 7 and ' such that ariny(7)= ang(P) and arzg( 7,i)= aﬂb(/%) then
P=(«n,if »Pl)« i, 7> and B=(« 7, FB)«q, i, therefore P« Pr=(«iinf«P»)«ii» and Pu«P»=(«ij ))/%«P»)«n ».
Let A "“Pl«P» /%"“/%«P» then  arin(P})=arity(P) = =arip(i] M. Since for all Q satisfy  arity( Q) arity(P),
Pl«O»=P«P,0» and Py« O»=PLy« P, O», therefore (P« O») S (Psc O»). [ ]

Definition 7-94 (labelled transition of #): Let P be be higher-order process, a be an action, we say that £ can
take the action a and reduce to #, denoted as 2 _>P if there exists some higher-order process 2 such that
arity(P)= arity(P), and P«P» _>P«P» holds for all P satisfying zmg/(P) arity(P).

Definition 7-95: Let arip(ij)=arit(&), arit(ijy)=arit(&) and ijNijp=3, then the choice composition of &
functions is defined as

R GE ], ] (G<i]p» @ Gy«i]» ).

Note that 5® 666, because (§1®§z)«1~’1,132»$ (@®§1)<<131,132>>. This is a disadvantage of the current form of the
k-calculus, since it does not reflect the symmetric beauty of G;®G,=G,®G,;. Though this can be fixed by introducing
labelled parameters to &, in this moment we do not do so for avoiding to complicate the syntax and rules of the higher-
order k-calculus. However, with the current form we still have (§1®§2)«P1,P2» (§2®§1)«P2, Pl» which structurally
reflects (@}«ﬁﬁ» ® @2«1’2» = (§2«P2» ®<§1«P1».

Lemma 7-96: (5,®&) «i)l,isz» =(&6096&) «i)z,isl» o B _
Proof:By definition, (§1®§2)«P1,P2» = (@}«Pl» ® é;«Pz» and S(@z’i@(@l) <<P2,P1»E~§25P2» ® &«P», but by str-
SUM2, é’l«Pl» ® (%«Pz» (§2«P2» ® <§1«P1» therefore (6, ® 6,)« P, Py»=(6Q &) «P,, P». [

Corollary 7-97: 620=0Q06=6.
Proof:By definition, EQ 0= (&p» @ 0)=wipp (&«np») and  0Q &=y (0® G«ip» ) = wipy (G«ap»). [

Lemma 7-98: (6,®6) ®6, = 6,8(606&).
Proof:By definition, (6 ®&)®&; =i}, 2, §3» ( 713, N (G«Tp» @ Gy«i]» ) «H, > @ Gy<iz» ) «iy, oy 3>
=Ty, 7, 30 (Gl @ Gokil» ® Gy«ifz» ) Iy, 1y H3»

=Ty, 7, 30 (Gl @ o N30 (Goki]» ® Gy ) Ty 13> ) Ty, Ty 13>
= 69(&5£06) L]

Corollary 7-99: Structural equivalence on & terms is preserved by choice composition, ie., it is a congruence.
Proof: Let 6=6, and 6=6,, then E,® G =« 7}, i (G«iip ® Gl )= 1, 1) (Gl ® Gi» )= 6,06, [

Proposition 7-100: VG.3(&,P).(G=6&«P»).
Proof: By induction over the definition of GEC and &'terms:
If G=6&« 13», it is self proven;
if G=0g, let &= 0g and then we can write G =&«0p»;
If G =B, select a variable # such that n& name(B), let b¥ B{’?/ 50@(3)} and BZwy»hb, then G _B«bo@r(B)»;
If G = (v n)G,, assume G, can be c represented as G2 G «P», let G2« 7 m (v n)@l«n» then G =6« P»;
If G =G,®G,, assume G, & «Pp and G, &« Py», let E£(6,Q6, ) then G = &« Py, Py». ]

The equivenlance relation between & terms can also be defined in term of transition:



Definition 7-101 (input commitment of &): Let &%« i»& «ip», we say that & can commit on polar in, denote
as &, or say that & can commit on commubication action #n(#), denote as &|n(i), if«qn | Jo(&«ip») M, «ipy
(v ) (A(Eeap) | (@) n)7idD)),  where nien, arity(W) =arity(71i).

Definition 7-102 (& -bisimulation): A symmetric relation S on & terms is a &bisimulation if whenever 6,56,
then arit( €)= arit)(&,); _and

aplJe(G«ip») 7"(_10) (v n) (A(&«ij») | (@)n){7iiy), where ni€fj and arip(W) =arity(iiii),
implies «»lJo(&G«ip») M) (v n) (A(G«ij») | (@) m){7iy).

Let ~gbe the largest &bisimulation. There is no weak version bisimulation for &terms.

Notation 7-103: For any binary relation 2 of process terms, we use {Pie;} R{ Qie1}, or its abbreviation P20, to
denote Vic.(P; 20)).

Lemma 7-104: &bisimulation is an equivalence.

Proof:Reflexive: 6~¢& for any &, from the definition of &bisimulation.

Symmetric: if &~¢& then &~¢&, by the definition of &bisimulation.
Transitive: that is, whenever &~¢ & and &~¢ &, then & ~¢ &. To prove this, let 55,6 and 65,65,

where S, € ~ and S,< ~; , and therefore £,(S,5,)&:.

Gl (G ipp) M, (Tjp (Ao(Eipn) | (@),  where mi€( 7}, by 65,4, it implies
Gl (G ipp) M, Ty (Ao(Excii») | (@) By 6:5,6, it further implies
Gl o(G«ipp) )7”(7/7)s «y (A°(G«ip») | niw), and &S5,6,.

Therefore, by the definition of &-bisimulation, (S5,5,)S ~¢. [

Corresponding to Lemma-6-82, we have the following two corollaries

Lemma 7-105: If & ~¢&, then gnard(@)=gnard&,) and  exchG)N\guardG)=excl&,)\guard5,).

Proof: Assume the contraries, then &+ ¢& for any of guard( & )#gnard &) or exck &)\ gnard( G )#exck &)\ guard( &)
or locksel( &))Flocksel &). ]

Lemma 7-106: If &,~ z&, then (&« 13»)~ (6 13») for any p satisfying arity( f’)Earz’ly(él).

Proof:Directly from definitions. |

Proposition 7-107: If & ~¢& and P,Sp P,, then Ao(&«P1») SpAo(&«P») forall A and Sp.

Lemma 7-108: If &,~¢ &, then 6®6& ~ 68& and 606~ 686, for any &.

Proof: Lets only prove that for 6, ® 6~¢ %86, since 6Q &,~g GR &, can be proven in the same way.

From definitions we have anity(&)=arit( &,), 6,® =« 1, iy (Gi«<ijp» @ E«ip» ) and GRE L« iy, iy (Gl @ G<ip»).
Assume (6®&)m( i), then « 7, vl Jo( G «ijp ® Gipp) MU (7p,, iy (oGl ® Excip> ) | (7). But this always
implies « 77, o Gippr ® Gxipy) M « 7y, in (Ao(Geciir @ G ) | 9(@)): If & m(it), then we got it from & ~¢
&, and we have n;e{ 7,}; If &in( ), then it is self satisfied with 5, { 77}. [ ]

Lemma 7-109: If &~:& and &~z &, then 6,06~ 686,

Proof: Apply Lemma-7-108 to &,~¢ & and &3~ &, then we got 6, @&~ &Q®6; and 6,8 &3~¢ 6@ &, respectivily,
since ~¢ is transitive by Lemma-7-104, we have 6,Q&; ~¢ &,86,. [



Lemma 7-110: &-bisimulation is a congruence.
Corollary 7-111: «p(b®b)~¢ «y»b, where process variable # is freely appeared in b.

As an example, it is easy to see

«;7(1”71)”( '(V K)?Ina(f)Larle’ K) ® ,(V K)ma(f)Lana<x~7 K> ® '(V K))i’l’lb(jz)Lbl’]bGZ, K>) ~e
((’7a77]b”( ‘(V K)ma(f)l‘a-’]a<x~’x> ® ‘(V K)mb(f)Lb.l’]bG’C', K))

7.2 Normalisation operator for higher-ordered GEC choice terms

Now, lets go back to the example where we raised the problem in (7-1). Let
(oot fo» (1Y 1IML(X) Lot (X, 56) ® WV 1)y, (X) Lyipp(X,%) and P& oWV 0),(X, k). P, @ 1(V K)iny(X, %) . Py)
Then we can write G,& &«P,,Py» and G, G«(x,x)n (X, x), (%, )X, k)», therefore A°(G,) P~ £ A°(G,), thatis,
N GaE M (F K, Gty (i) | U o 11,5, ) . Py ® Wy(F.K) . Py) g A(E<P P ).

If we consider O£ A°(G,) | P and 0,2 A4+(G,) are modelling two different versions of objects, then we can naturally
think that, the “header” & defines the exclusive behaviours among the object methods, the “body” {P., P»} define the
functionality and the “adapter” {n,, n,} connects them. As we have pointed out before, A acts as a thread monitor, so we
have isolated some differents aspects at separated componants, that is the great deal.

Similarly, for the example in the equation 7-2, we now can rewrite the processes Q, and Q, as:

1 (mg,my) (V K1) (Ke[ing)) o(&(m,, ny)«<Py, Py») | K1)
Qo 1y, ) (V &) (R[] (Eim iy )Py, Po) | &),
where G (,2) Wit (1Y KV X) K@y 170 ® WV 1)2(X ) Kyedy. 11, ® 1V 1)2(X) Kyed . 173)
&% (9.,8) Wy (VKX Ked,. 1, ® 1V k)e(X) Kyed . 1)

and we have &,~¢ & and Q,~, Q,. We can also consider that the processes Q) and Q, are modelling two versions of
the same object in a status where one of its two methods, m,, is locked forever and another method, m,, is still available.

In general, with the higher order terms, we may model an object in form of /10[6«13»] or a composition of such., which
will be discussed in details in section 11.

However, there still a problem left: the k-calculus does not have the composition power on exclusion yet as Noble’s
algebra of exclusion does. For example, in the latter the composition of separately defined relations m,Xm,, m,Xms,
msXmy, and myXm, will give the componded relation m, Xm,Xms. But this cannot be achieved directly in our k-calculus
by composing &£060&06&, for

G E ap (N(v K)my Ke[in,].ap @ (v k)i, ke[my].n,)

ézg ((ﬁ))(!(‘/ K)?’rlzk@[mﬂ N/ ® ‘(V K)71131v€@[7112] H3 )

@g ((ﬁ))(!(‘/ K)?’rlgk@[ml] /E ® ‘(V K)Jmlva@[ng] /4 )
8 @y N(v K)imy Ke[m,] .17

Furthermore, what the behaviour we would expect from an object if expressions such as
mX)L;.p ® m(x)L,.n or mE)L.ypy @ mX)L.7,

is included? To enable the calculus expressing objects model more compositively and clear, some restrictions on it are
necessary. However, to avoid much more complicated reduction rules and bisimulation relateds, we prefer do not
modify the basic syntax of the calculus, instead, we modify the way of modelling objects.



Definition 7-112: An higher order GEC choice &is canonical, denoted as &, if it satisfies that, either &=0 or it
can be presented in the form &% 8® &, where:

1. & is a canonical higher order GEC choice (and therefore we may also write it as &); and

2. guard(B)¢& (gmrd(gl); and

3. The lock key of 3 is defined local to 3, that is, it is in the form of B% «y» (v K)n(x) keJ. 7.
If B is the only branch of &, we may also use symbol 5 to denote &.

Corollary 7-113: For all /B’i,/Bjebmm'b(E), i#j implies guard(B)#gnard(B). That is, a canonical higher order GEC
choice has the form: &% « ;7»®iq (v K)mi(X)kaJ;.57;  where Vijer.( i# implies n;#m;).

For example, & «,, ny (v K)in (X) KaJ,. 7, ® (v K)iny(X )KaJ,. n, is canonical.

Lemma 7-114: If (5,®&) is a canonical higher order GEC choice, then both &,& are also canonical higher
order GEC choices, and gnard(&) N gnard(6,) =2.
Proof: By the definition, if otherwise then (& ®&) cannot be a canonical higher order GEC choice. [

To simplify descriptions when studying the properties of canonical higher order GEC choices, we introduce some more
auxiliary functions.

Definition 7-115: The function 7#(&, ) presents a canonical higher order GEC choice which is obtained by
removing from the given canonical higher order GEC choice & all branches of a guard in 71, without change the
order of remaining branches. Morm formally, W(E, m) is definied by:
(0, 1) & 0
—— (6, M), if guard()e m,
m(B®& m) = BRm(E,m), if <gmsz()é m.

The function ints(&, i) & i &, (guard;(@—ﬁz) presents a canonical higher order GEC choice which is obtained
by removing from the given canonical higher order GEC choice &all branches of a guard not in 7.

Corollary 7-116: 1. mA &, in)= ints(&, guards( - in); 4. rmrml( &, ), W)= rm( &, MU i)
2. guards(rm( &, m)) = guards(&)— m; 5. ints(ints( &, m), N)=inis( &, MNN).
3. guards(ints(&, m) ) = guards(G) N in;
Proof:The proofs for 2-4 are trivial, here we only show that for 1 and 5.
1. (&, )= (&, gﬂardJ(E)-(gﬂardJ(@— m)) = inis( &, gﬂardJ(@— m;

5. ints(imto( &, i), 1) = rinto( &, i), (guards(€) N i) - i)
=l &, <gﬂamﬂs(@— m), ((ghardJ(E)ﬁ m)—-n)
=&, ((ghardJ(E)— mu ((ghard.f(g) Nm)—n)
=&, ghﬂrdJ(E)— ((ghard.f(g) NmN))
=&, gnard( &)~ (MmN i)
=ints(&, mN ). ]

Definition 7-117: The combination operator H, mapping a pair of canonical higher order GEC choices to a
single canonical higher order GEC choice, is defined as:

1). 0mE G

2). &80 &

3. S, " {®, L ~ i guard Byt guard ),
=V ap (v rmx)ke(exck B)Vexek B)).n), if  m=guard(B))=gnard(8,);

4). (E’@ El) EEEZ o B (El EEEZ) if gmm’(fg)é gﬂard(@);

5). (BR&)B(EBERE) £ (5BAE)(GB(E8EY)) it guard(8)) = guard(5).



Note, because the operands at both sides of the B operator should be canonical higher order GEC choices, in the clause
5) of the definition, we have  guard(B,)e (guard( &)U gnard(&)U guard(&) ). Therefore the clause 1) to 5) in the above
definition have covered all possible combinations of the operands.

Corollary 7-118: &,B&, = (6,8 ints(&y, guards(6))) )@ &y, guards(€)) ); B
Proof:Both the proofs are trivial, obtained by simple induction over the definition of the B operator. ]

Lemma 7-119: Given any canonical higher order GEC choice &, and &,, then (&,B&,) is always canonical.
Proof:This is also a trivial proof obtained by induction over the definition of the B operator, since the 5) clause
eliminates any re-appearing of a guard. ]

Lemma 7-120: For canonical higher order GEC choices &G, 6 and &, if &~46 then (6BE~4s(6HE and
(EBE)~s(EBE).
Proof: Induction over definition of B by applying Lemma-7-108. ]

L=eml£a 7—1=21:=F0r canonical higher order GEC choices 6,6,6; and &, if G,~¢ 6, and &~ &, then
(@EE@) N@(@EE §4)‘
Proof: By the previous corollary, (6,B&;)~:(&686E;) and (6HE;)~:(&BE,), therefore (6,8 E;)~s(6HE)). n

Lemma 7-122: 6B(6BE&)=(6BE)BE (6B6)BE6,=6,8(686,) for all canonical higher order GEC
choice &, & and @T
Proof: By the definition of B and by Corollary-7-116, we have
(GBE)BE = (68 into Gy guardd( &) B into 63, grardd &)
® (1 &y, guards( &) )& ints( &, guards(&) - guards(&,) ) )
® W(é, (guardx(@z) U (gﬂardJ(@}) )

By Corollary-7-118 and Corollary-7-116,
EB(GBE) = (6Bin(GBE), gurd(8))) O (GBE), guard( &)
= (&8 ints( &y, guards(&,) ) B ints( G, gnards(&,) ) )
® (W(@z, (gﬂardJ(@}) )H Zhl’J(Z%, (guard;(@z)— (gﬂardJ(él) ))
® W(é, (guardx(@z) U (gmzrdJ(@}) ) [

From now on we restricte that no non-canonical GEC choice should be used in an object model, therefore the statement
about object model earlier in this subsection should re-addressed as: In general, an object is modelled in form of
A°( &«P») or a composition of such. More detailed discussion about object modelling will be in section 11.

8 A simple type system

To displine the modelling of proecess, a simple type system, close to that in [Liu97], is included in the x-calculus. A
term H having type T is denoted as H:T. The first-order types, ranged over by 1, given by

=Alo B, A= 1 A, o= 5l 0,

where 1 is a set of atomic types called link sorts, whose values are communication polars, and can be further devided to
two subsets of types, the input link 4 and output link ;4 is a set of atomic types called signal sorts, which has only two
atomic types, the input signal type & and output signal type &, whose values are input and output key polars
respectively; £ are some basic type such as integers, boolean, etc. However, with the same technique demonstrated by




[Milner96] where basic types values are modelled by names in the m-calculus, we can always model basic types by
polars in the k-calculus. Therefore, in this paper we need not consider any basic types other than polars.

The higher-order process types, ranged over by ¢, are given by &i=pabs(iy, 1. .., 1) | pabs(&, &,. .., &);
and the higher-order choice types, ranged over by 0, are given by 0-:=gabs(1, 1,..., 1) | gabs(&,, &,..., o).

To define the idea of well-typing, we introduce the sorting function /z£ from link sorts to tuples of output link sorts, so
that /mé(/l)=(}1~) permits polars of sort A to communicate tuples of values of type 1. For simplifying expressions, we use
7 to stand a first order type in either 4 or &, and 7 to stand a type in either 1 or 8. we also use m:4 to stand for a pair
of communication polars n:4 and m:1, where ik(A)=Ink(2); use k.0 to stand for a pair of key polars & :5and &:5; and
use n: to stand for either n:4 or n:é.

A communication action a is well-typed when it is either

1) (@), where m:J, k(A)=@A) and #:1; or
2) (i), where mA, nk(A)=(A) and @:1; or
3) i or

4) k0.

A lock L is well-typed whenever it is in the form:
5) &aJ, where k0 and either J =@, J=M or J=[n] and :1.
A locking status 4 is well-typed when it is either empty or every element of A is well-typed.

6) LJ;or
7)  addAL,A), where L and A are well-typed; or
8) A/L, where L and A are well-typed.

A defining equation E £ R is well-typed if R has the same type as E. Suppose that each agent variable and agent constant
is assigned with a higher-order type, then each well-typed process expression and abstraction acquires a unique types as
follows:

9)  0p: pabs();

10) m{u) : pabs(), if m(u ) is a well-typed action

11) &: pabs(), if k is a well-typed action;

12) ITie; P;: pabs( ) if for each i€el, P;: pabs();

13) A°(G) : pabs() if A is well-typed and G : gabs( );

14) (v )P :pabs() if P:pabs() and 7i:%;

15) P{a):pabs(7) if P:pabs(7,,7) and @:7,; and P(a):pabs() if P:pabs(7,)and @: 7,
16) (@)P: pabs(i,,7) if P:pabs(7) and w: 7,; and ()P: pabs(7,) if P:pabs() and w: 7,;
17) P«P»:pabs(&) if P:pabs(é, &) and P:&,; and P «P»:pabs() if #:pabs(é) and P:&;
18) «ijn/P:pabs(d) if P:pabs( ), and 7: &,

and each well-typed GEC expression and abstraction acquires a unique types as follows:

19) 0g: gabs();

20) ®.e;G;:gabs( ) if for each iel, G;: gabs();

21) m(x)L.P:gabs() if P:pabs() and actionm(X)and lock L are well-typed,;

22) (v 7)G:gabs() if G:gabs() and 7:7;

23) G{a):gabs(7) if G:gabs(7,,7) and a:7,; and G(a):gabs() if G:gabs(7,) and a: 7,;
24) ()G :gabs(i) if G:gabs()and @:7;

25) &«P»:gabs() if &:gabs(d), and P: &

26) «ipp/H: gabs(d) if A:gabs(), and 7: &,

27) 606:gabs(¢,S,) if &: gabs(¢)), and &: gabs(sy).

Where the clause 15, 17 and 24 base on the fact that the type of S (@) (((X,7)R) (a,@) ) can be determined by that
of the partial instanced R.



The type of a canonical higher order GEC choice &is covered by clause 25 and 26, since & is a special case of & The

type of a term &,8& depends on the expression of both & and &, and can be individually derived by applying the
clause 19 and 25 to 27 above to the definition of operator H:

0mE&: gabs(d) and £mO: gabs(d), if &:gabs(d);
5,8 5,: gabs(), if B,:gabs(¢) and guard(By)=guard(5);
BlEE@ gabs(flafz) if Bl gabs(fl) @ gabs(fz) and gﬂﬂ’d(/}l#g%ﬂ’d(gz),

(B®6)BE): gabs(&, &), if B: gabs(&), 6,m6: gabs(¢&,) and gunard(B)¢ guard(&,);
(8,86)B(&,85,065): gabs(¢,&) if (5B5): gabs(¢)), and EB(6R®E)): gabs(&).

9 Encoding the n-calculus in the k-calculus

[Amadio96]k-calculusk-calculusk-calculusk-calculusk-calculusk-calculusBoth standard synchronous n-calculus and
the asynchronous n-calculus of [Amadio96] can be directly encoded in the k-calculus. However, for simplicity and for
concentration on the problem we are interested in, here we only discuss the encoding between the polar n-calculus of
[Zhang02A] and the k-calculus. The mapping between the asynchronous m-calculus of [Amadio96] and the polar -
calculus have been given in [Zhang02A], and the mapping the standard synchronous n-calculus and the asynchronous -
calculus has been well known. Combine the three together, where each of them focuses on a difference issue, the full
circle of mapping from the standard synchronous n-calculus to k-calculus will be formed.

9.1 From the polar n-calculus to the k-calculus

The polar n-calculus of [Zhang02A] is an asynchronous n-calculus with polars, with the following syntax:
Pu=m(@) | wi)P | P,1P, | 1B|G G:=0|B|wi)G|G+G, Bui=n(X).P

Encoding the P-terms of the polar n-calculus in the k-calculus is straightforward, lets use subscript k(G) to indicate a
term is encoded into a G-term of the k-calculus, then:

bn(@le = me@);

[P|P.] = [Pl [P

v Pl £ @ lPl

[G. “ o [Gluw);
|[!'m(3c~).P]|K & | Jof !W(f)(v)@@.ﬂP]]K];

The only serious thing is to encode the “+” operation, which is simply to always enforce full locking:

|[7"1(3C~) P, +7"2(7C~) PZ]]K o U"( !7"1(7?) (V)@Uﬂz] P ® !7712(3C~) (V)@[Wﬂ -Pz];
[Z i1 @) . Pl U o( @ iep N (X)) (V)elimier] . Py

This encoding is based on the belief of that even in the n-calculus all the choices must be guardered. However, in the
real life it is not uncommon for many writers only keep this belief in mind implicitly. For example, one may use P; +
P, tomean m;.Q;+my. 0y +m3.Q3+my. Qs +ms.Qs for PrEm.Q;+m,.Q, and P; € m;. Qs +my. Qs +ms.0s. To
keep these kind of convenience and flexibility, we can take the advantage of the fact that the affect of exclusion set is
never beyong the GEC's scope. With the symbol M the set of all channel names with input polar, the encoding of G
terms can be written as

|[0]|K(G) o 0,
[m(x).Plyo 2 tm(X) (v)eM.[P];



I[(V ﬁ)G]]K(G) o (V ﬁ)l[G]IK(G);
HG1+G2]]K(G) & HG1]|K(G)® |[G2]]K(G);
The z-action is neither used as a prefix in the polar n-calculus nor k-calculus, therefore is not appeared in the encoding

above. [Zhang02A] has given the 7-prefix as an abbreviation of other actions in the polar n-calculus, we can also encode
it directly x-calculus as:

[t.P+G]. & (vm)(m | Ue(tin (v)eM.[P], ® [Glio));
[ePl = om) | U(m@E ez m|[PI)));

9.2 From the k-calculus back to the polar n-calculus

Encoding the P-terms of the k-calculus into polar n-calculus is also very simple:

@l = mi@;

[Py Palle 2 [Pl [Pals

v Pl = v 7) [Pl
Converting G-terms from k-calculus to the polar n-calculus or other variations of n-calculi is however a quite difficult
or complicated task, if not impossible at all. The composibility of guards will be lost in a m encoding, that is, you may

not be able to encode [G, ], for [G,®G,],, without knowledges about some encoding details of [G,],,. This is one of the
major reason why we do need the k-calculus.

With the difficulty in encoding the k-calculus G-terms to the m-calculus in generic form, we may encoding them for
some particular cases. For example, we may map the k-calculus expression

L JO( ‘(V K)ml(f) k‘@[h’lz] . Pl ® ‘77’[2(55) (V)@[mz] . P2 ® Im l(f) (V)@@ . P3 ]
to the polar n-calculus expression
(). 0 1) (Gy | [Pl Fiie}) + ). (G | [P | 11 (E). [Ps]e
where Gy #m,(%). ¢ k2) (G | [Pi]el¥2he}) + 161 12F). (G | [Pa]),

G; Em(X). v ki) (Gin | |[P1]]p7t{Ki+1/K'}) +x;.Gi_1,
G" & i (X). v ©)[P1]r-

a

10 Mapping between the Algebra of Exclusion and the k-calculus

Expressions of the algebra of exclusion in [Noble0OO] has the following syntax:
e:=0 | m | e Xe, | e le, |E

where 0 is an empty expression; m represents the name of an object method, which indicates no exclusive relation when
appears alone; expression e, | e, combines the exclusive relations described in e; and e, together without introducing
any new exclusion; the expression e;Xe, is similar to e; | e; except an exclusive relation is added between every pair of
a method name in ¢; and a method name in ¢,; and the expression e is in fact the abbreviation for eXe.

It is not the right word to say “encoding” the algebra of exclusion in the k-calculus, since there is not dynamic semantics
in the former, and the exclusion semantics can only be presented as a component of a term in the latter. However, we
may still find some form of corresponding between them, with the help of the notion of the canonical higher-ordered
GEC choice term, and the auxiliary function #(e) which gives the set of all names in e. Let auxiliary function #»(e)
represents the set of all names in e, # represent the unknown body of the method m, and #; the unknown body of m;, then
the mapping from the exclusion algebra's expressions to the k-calculus G-terms may look like:



[0l 20

[m] & ap (M(veimX)ked.n)

I[el ez]lx o |I91]]KEE |IeZ]]K

[esxeal  [e]m [eal it (& e e (v k)in@Eicel (1€ n(ex)}]. B (B e e,y (v 1) (E e[ (€ n(er)}]. )

It is easy to see

Hmlme]]KE (€ W(v ) my@)kelmal. 1) B («po» (v k) (ke il 17,)
[ml=[m>xm]x
= (/v k) mE) kelinl. )
[erx(e, | ex]E[(erxer) | (e1Xes)]k
=[e;xel @ [erxes]k
[y xmyx . Xmp|=[myxmp 8B 8B [myxm, |8 [myx  Xmy,];
E«ﬁ”®i€{1..<n] (v KYmike[ (e 1...ny—(iy .13

The directly mapping from the k-calculus to the exclusion algebra is not possible since the exclusion relation is
symmetric in the latter but asymmetric in the former. To enable a mapping we need an asymmetric version of the
exclusion algebra: let the expression “m;Xm,” only prevent the invocation of m, when method m, is running, but give
no restriction on whether m,; can start when m, is executing. Then we can have asymmetric exclusion algebra
expressions:

[0c]. 20

[ap!(v &) m(E) ke . 7] ¢ m

[am!(v &) (%) kelmal ]k & Xy

[ap(v K)mE)kelin, i, Jmagl. & mX@m, | m, | | )
[em&l. «[&l! [&)

11 Discussion and conclusion

The purpose of the k-calculus is to provide a mathematical tool to model compositional concurrent object. In this
calculuse, the locking/unlocking becomes primitive, and locking can be initialised. These make some issues special
from those in normal n-liked calculi.

11.1 Unification of product and sum and others

From the result of section 5 and 6, we can derive more useful properties.

Lemma 11-123: If Vjc..(k¢ fon(P) A'in;€];) then the k-calculus term | Jeo((v k) e mi(x ) keJ;.P;) is equivelant
to the m-calculus term Y e, in;(X%). P,
Proof: Both can and only can commit on the same set of input actions. For an arbitrary action gy(%2) where del,
notice that Vie.(m;€ly), then by rules tr_IN and str-SCP3, the former can commit on #4(#) and reduce to
Py{Tifg) | (v ) kedy) °[®iq!*mi(§~c)k@.li.Pi] =P,{7}, and by the reduction rules of the n-calculus, the latter can also
commit on iny(iz) and reduce to Pd{ﬁff}. [

Lemma 11-124: If V¢, (exedB) =@ V (exehBy) ={guard(By)} A Viey, jxi . (guard(B)#guard(B;)))), that is, none of
branches can fire a locker locking another branch, then °[®-,q B)) ~, [Tier (L1(By)).
Proof: 1t is easy to be verified from the definition of ~.. |



The above two corollaries indicate that for input guarder processes, the n-calculus operator ‘+’ and ‘|’ are related in
the k-calculus: they are merely two extrame cases of the ‘®’ operator. In order to simplify our k-calculus expressions,
we introduce the following abbreviations

Notation 11-125: We define the process abbreviations — m(X). P £ Jo(!m(X) (v)e[in].P);
Tiet mi(®).P; 21 ) o( & icylimi(®) (V) N Py);
tn(®). P £ | ) o(hn(®) (v)ed. P).
From the easy-to-be proven facts TTie:UJ o(Hmi(X) () @[], Py) =) °(®iq!‘mi(‘f) (Ve[m;].P;) and
TTier U o(tmi(®) Ve @. P) =L o( R ierlini(®) (v)e . Pi)
we can also introduce the abbreviations [Tier mi®). Py L) o( @ ie11imi(¥) (W)elmi]. P} and
[Tier 1mi(®). Pi £ )o( @ i1/ ini(®) (Ve 2. P,

In other words, for input-guarded terms in the n-calculus, the parallel composition, mutual exlcusive choice, replication,
etc. are all special cases of GEC terms in the k-calculus.

11.2 o-receptiveness and linear receptiveness

[Sangiorgi97] using types to distinguish the input port of communication channels as either w or linear receptiveness. In
our k-calculus, they are two special cases for generic receivers of GEC-terms:

w-receptiveness Tm(@).P & o) (V)ed.P);
linear-receptiveness  n(@). P £ Jo(m(X)(V)e[m].P).

When used for message forwarding, input ports with different receptiveness will behaviour differently. For channel m,

With w-receptiveness, v n)(TmGx).nx) | L &elh]) o(M(X)L.P)) =, | ke[m])o(m(xX)L.P));
With linear-receptiveness, vn)(nG).nx) | &eln]) o(M(X)L.P)) #, | ke[m])o(!m(X)L.P)),
but (v (@)@ | kel o(ME)L.P)) ~, | &alinl)o(nE) (V)elnl. P)).

The k-calculus explanation for this difference is, according to our definition above, the w-receiver has an empty control
while linear-receiver has not (but an un-releasable locking control). What is the connection between the generic
receptiveness types and controls which are neither empty nor un-releasable will be an interesting topic to be studied in
the future work.

11.3 Compositional object model

A more sophisticated model involves a set of more communication synchronisation channels and keeps the unlocking
signal channel within the control componants. Let process F reprsent the functionality of an object:

Fe (ﬁl) LJ o( ® i€l !Wi(rgm;rgf,?m,_tm,f)(v)@Q-Mi<7’h’3m’3f;?m,7m’_-£>] 11-1
= (ﬁl) HiGI m/li(rgm;rgf’?m;_tm,_-f)-Mi<_ﬁ1,rgm,rgf’?m,_tm,x~>

Here each ¥n; refers to a method, X the arguaments to the method call, 3, acknowledges the receiving of the call, 3;
indicates the start of method body execution, 7;, is the link to the required return value, and 7, signals the termination of
method body execution. Note, some abbreviation introdued earlies in this section has been used in the latter part of the
above equation. With another previously defined abbreviation 7.P% 7 | P, then the generic form of M; may look like

M (1,550, 50,Fo T ) | 3¢ | B (@) (Pon() | P il 09) » )
= (ﬁlasmasf’Tme’f) Sme St . f@z « (_ﬁ) (7m<_ﬁ> | %lji«?m-o») »

where, 7,(i1) | P, «1n.0», the continuation of /2, indicates that the requested value may be obtained and immediately
returned via 7y, in the middle of the excution (called early return).

For the generic form of the object functionality F in the equation 11-1, assume 0 oy X2 Ay Smids 36 Ap Tmidn T Ay then
M;:pabs(A,, A, Ap Ay ). Let &2 pabs(y, Ay Ar, Ay, Ax) then we may define an empty control £: gabs(,, &) for F such
that
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and both £ and F are well-typed. £ is called as an empty control because it does nothing else rather than passes
messages to corresponding mathod bodies. However, we may conside that £ provides the interface, a set of the input
polar of channels (methods), to the object. While £ is presented in the form of £=£BEHB...BE,, we may consider that
each & describes a portion of the interface. For the generic form of objects, the functionality F': pabs(7,,), is a process
with an interface, an empty exclusion control, and a set of method body definitions.

Generally, an object can be modelled as a process with a set of input polars, representing methods, as the only interface
for communication. Certainly, there may also exist another set of links representing global knowldges within the
environment, but we may hide them by assume they are always included in the method parameters by default.

Let C be the control process which represents the concurrent behaviours, and itself can be divided into several parts, [ J
the empty locking list, &describes the exclusion and {G ¢ } controls timing, such as early return, etc.

& = (ﬁ)(( ﬁ)) ® i€l ‘(V K) hi(snasfjﬁn,_tn,f) k@-]i- ’7i<r9nasfa7na7n’§a ’2‘> n
C & G,i) (&) «Giex(Tn)») .

where 717, Snids Tnide Tnide k0 and  &: gabs(A,, &), with & pabs(,, Ap A Ay 2%, 3). An example of G; can be
o3 T T ) [ S0 Fa ). 05 | 1 (101 £)))

CT1 e (ﬂ;rgn;rgf,?m_tmj?; k) (V Sms F'ms tm) (Tgn

Note, in this model the signal channel x is completely encapsulated within the control C, and the functional object F
needs no knowledge about it at all. Now, write

M} (7,505, Tons Tens¥ ) i | 3¢ | Poc) (F(0) | Pt ) 2)) 11-6
= (71,3 s 515 Fons Lo ) S-St ¢ (30) @i T | Plactn ow) »
then we have
() (v i) (FCm) | Cmii)) =y () U (&M »). 1-7
And (W) Jo(&(7) «M'»), the composition of F and C, is an object process.

With this model, the structure of the control C itself actually has already separated some different aspects of
concurrency: The locking list 4, can be viewed as a thread monitor, and may be extended for access controlling or other
usage; The canonical higher-ordered GEC choice & describes exclusion relation among the methods; and the tail
controller {Gye;} acts like a scheduler co-ordinating some timing. While &is presented in the form &= 6B &H...B &,
then each indicates a portion of the interface and the exclusion relation among the methods within this portion.

Several control processes may be compounded to from a new control process with the composite concurrent behaviours.
For example, we may construct a control proccess as  C < (n,7) (v p) ( C(p,7) | Cym,p)) .

Corrsponding to the object model, a method call which waits the return value can be modelled as :
(V Sn> St 'ns tn)( h(Sn,Ts‘f,?an,f) | 1iﬂn(_)’;)?n . Q<j;> ) 11-3

where ¥ are the values returned from the method call, and Q is the continuation process which waiting the return value.
When no return value needed, a proceduel call can be modelled as:

(V Sn>Sts Tns tn)( _n<3‘n’3‘f’7na7naj€> | ?n . Q ) 11-9

Now the concurrent behaviour of the method calls can be controlled by the control processes in the object side. For
example, with the G5 above, the process Q in equation 11-8 or 11-9 will have to wait the termination of the called
method body before it can start to execute. However, if we swap the order of ¥, and 7, in G, then Q will be able to
executing concurrently with the method body without waiting.

This object model clearly demonstrates that the k-calculus provides a good platform to separate different aspects in
modelling concuttent objests. These separations we can easily achieved include

1. Separate the functionality F (or method bodies) from the concurrent behaviours C;



2. Separate the current locking status / from the specification of concurrency controls, Gand G
3. Separate the specification of exclusion policy & form the specification of synchonisation timing Gg;
4. Separate several concurrent behaviours into some different control processes, then compose them together.

More detailed study on compositional concurrent objects modelling, behaviours separation and their properties will be
carried out in [Zhang02C] and [Zhang(02D].

11.4 Process Equivalence verse Object Equivalence verse Abstracted Object Equivalence

In this paper we have met three different levels of behaviours equivalence: process bisimulations, object equivalences
(G-bisimulataions) and exclusion equivalence (& bisimulation).

The process bisimulations, a kind of process equivalence, play the same role in the k-calculus as that in convenience n-
calculi. They are used to describe the behaviour similarity of processes at certain statues of the evalution.

The G-bisimulations, describe the equivalence between GEC choice terms, are defined via process equivalences.
However, the G-bisimulations remove the evolution status from the behavious comparason, and therefore can be
egarded as the comparason of the definition of object behavious. Object processes constructed from GEC choice terms
which satisfy some G-bisimulation will guarantee the corresponding process bisimulation if start with the same initial
status, and therefore we may consider G-bisimulations as Object Equivalences,

The &bisimulation further removes all other behaviours except: 1. The object interface; 2. Exclusion relations among
the methods of the object. We may consider that the &bisimulation providers an equivalence measurement between
abstracted concurrent objects.

11.5 Other future works

The term A which records the locking status is in fact a monitor. Its separation from the definition of exclusion policies
does not only allow exclusion behaviours to be specified in a clear and pure form, but also enable us to define the
“monitoring” policies separately. For example, we may check the “threads' family tree” (thread creation history) via key
x in 4 to solve the method call-back problem, or, check the ownership in 4 to solve the access priviege or trustedagent
problem.

Thread ID history The word “call-back” refers to a thread which is executing some method of an object calls another
a method of the same object again. However, some locking mechanism may have been triggered by this thread in the
earlier access. To avoid deadlock, the principle that “a thread should never lock itself” is widely adopted. This principle
is actually always used by sequencial progamming. The “sequencial progamming” is a misleading term since in fact it is
equivelant to concurrent programming with single thread restriction.

The problem of “a thread should never lock itself” is that, when a thread which is accessing some objects splits, how
should the locking mechanism should re-act if more than one child threads try to make self-call or call-back?

One solution, we proposed, is the “thread ID with historical information” mechanism. That is, whenever a thread splits,
each of the split branches becomes a child thread and is given a new ID which is not only used to distinguish individual
threads, but also contains the information of all its parents' ID. When a thread triggers a lock in an object, it registers its
ID in the lock's owner list, and will de-register when leaving. When a thread attempts to access a locked object, its ID
will be checked against the lock's owners-list. The thread will not be blocked if the lock's owners-list contains no thread
ID other than this thread's own ID or IDs of some its ancestor, but will be blocked by a lock owned by a thread from a
different branch of the same family tree. A lock is removed when and only when its owner list is empty.

The extension for allowing such a threads' ID checking mechanism is left to the future works.

Allow locking keys to be transmitted The x-calculus distinguishes communication polars and locking signals. As
pointed out in section 2, this distinction can prevent cross using between them, for example, sending a message to some
object should not release a lock at somewhere else. For the current version of k-calculus, this distinction is also used to
syntactically prohibt a key to be transmitted in communicataion.



Since our purpose of using the k-calculus is to model compositional concurrent objects, where concurrency controls can
be completely separated from functionality, the prohibition of transmitting locking key can help us to guarantee a
privately defined key never cross the boundary of the control process.

However, in some applications, one may do want to transmit a release key. For example, in a group working project,
one of the group member who has locked some object may want transfer the control of this object to another member of
the group before exit the access. In such a case, the prohibition of transmitting locking key can be removed from the
syntax of the k-calculus. We leave this to the future work.

Selective unlock Sometimes when release a lock which blocks a set of methods, we may not want all of these methods
to be released all at once, but just a subset of it. One of the application of this, can be access priviledge control. To
enable the selective unlocking, the unlock signal may have a form like & @J, where J is the set of methods to be released.
A lock is removed only when the set of methods which remain as locked become empty. The study of selective unlock
is also left for future work.
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